Descripción del Proyecto

## Propósito, Objetivos y Alcance del Proyecto

El propósito es desarrollar un compilador para un lenguaje gráfico que permita a los usuarios programar música mediante la selección la utilización de estructuras de control y elementos musicales, todo con el fin de aprender a programar de una manera más interactiva y dinámica mediante la exploración de composiciones musicales.

El objetivo del lenguaje es enseñar programación a niños de secundaria mediante la utilización de bloques gráficos para que puedan entender estructuras de control, lógica de programación y que al mismo tiempo exploten su lado creativo que sería la producción de obras musicales o imitación de las mismas mediante estructuras de control.

El alcance está definido en que utilizará estructuras básicas de control (if’s, for’s, while’s) junto con operaciones básicas y el uso de módulos o funciones para poder programar en bloques gráficos sencillos para finalmente bajar el código y ejecutar para sacar un archivo .wav que representa los plays que ingresó el usuario en el orden en que los programó y se ejecutaron de acuerdo a la visión lógica del mismo. Es un lenguaje con operaciones básicas que permiten analizar un diseño lógico sencillo mediante la salida de notas para poder componer melodías de un solo instrumento.

## Análisis de Requerimientos y Casos de Uso generales

El requerimiento principal es que sea un lenguaje que pueda ser escrito mediante una interfaz gráfica y que a través de la compilación se puedan respetar los estatutos básicos de un lenguaje y al mismo tiempo produzca música como salida. Por lo que el requerimiento es que a través de una interfaz gráfica pasemos a una sintaxis particular en un archivo de texto que el usuario puede escribir directamente si quiere esa libertad, para finalmente compilar todo esto utilizando python como maquina virtual que lee y ejecuta los cuádruplos generados al parsear el lenguaje.

Los casos de uso son los definidos en el diagrama:
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Aquí podemos ver que la compilación puede ser exitosa mediante el flujo de blockly -> archivo.txt -> terminal para finalmente ver lo que se despliega en consola y el archivo .wav que se genera si es que se incluyen plays. El flujo alterno en una compilación exitosa es brincarse blockly e ir directo a escribir en nuestro lenguaje al archivo.txt -> terminal para que genere los outputs en consola y el .wav según sea el caso. Todos los errores de compilación existirán hasta el momento en el que se utilice la consola, blockly solo está para que la programación sea más dinámica y sencilla. Los errores pueden ir desde léxico (palabras que no acepta), sintaxis (reglas específicas de escribir), semántica (acciones que corresponden a ciertos tipos de datos), hasta ejecución (divisiones entre 0, índices fuera de rango etc.).

## Descripción de los principales test cases

Los principales test cases son los siguientes:

* Fibonacci recursivo: Para demostrar que se pueden hacer funciones en las que el resultado depende de la llamada a dos veces la misma función
* Fibonacci iterativo: Prueba de mandar a llamar funciones y ciclos
* Factorial recursivo: Para demostrar recursividad sencilla y llamadas a funciones
* Factorial iterativo: Para demostrar llamada a funciones y ciclos
* Sort de una lista: Para demostrar la manipulación de listas, la utilización de variables globales a través de las funciones y los ciclos anidados. Al igual que la impresión de una lista mediante la utilización de ciclos.
* Find dentro de una lista: Para demostrar la búsqueda dentro de listas y la comparación de sus valores.
* Prueba de llamada a una función con mas de un parámetro: Para comprobar la funcionalidad de que se puede mandar una función como parámetro de otra función.
* Prueba de composición musical secuencial: Para probar como funcionan los plays si se ponen uno después del otro y como produce el .wav al final ya que se hizo secuencial
* Prueba de composición musical cíclica: Para probar como funcionan los plays si se utilizan con estructuras de control y produce un .wav que tiene los plays de acuerdo a los ciclos e if’s incluidos.
* Prueba de llamada a una función con una función como parámetro: Probar mandar funciones como parámetros de otra función la que primero se evalúa la función de parámetro y el resultado se manda como parámetro.

## Descripción del PROCESO general seguido

El Proceso que se siguió fue el de tener juntas semanales de 4 horas de trabajo siguiendo el siguiente flujo de trabajo:

1. Analizar lo que se tiene que hacer para la entrega semanal
2. Revisar de las notas y de patito que se puede rescatar
3. Empezar a diseñar las estructuras de datos a utilizar
4. Sesión de pair programming
5. Revisión de lo que se hizo en código
6. Diseñar las pruebas que se necesitan pasar
7. Realizar pruebas

Las bitácoras son los commits que hemos realizado ya que se describe que es lo que se trabajó semana a semana, a veces por compromisos se trabajó en áreas separadas. Esto sucedió más que nada al final del proyecto ya que teníamos que apurarle a la entrada gráfica y cerrar lo que faltaba de compilador.

Reflexión Iker:

En general fue muy enriquecedor programar semana a semana lo que íbamos aprendiendo en clase y sobre todo traducirlo a nuestro caso en particular, ya que en el salón a veces se veían ejemplos más fáciles o que seguían una sintaxis distinta. Aprendí a programar competitivamente en Python, acerca de las reglas de parseo, como va subiendo la regla y podemos meter acciones semánticas mediante puntos neurálgicos, como se conecta la máquina virtual con el compilador, la ventaja de que nos dan los cuádruplos y mediante las direcciones virtuales podemos sacar y meter valores a la memoria simulando que lo estuviéramos accediendo en una arquitectura computacional clásica. Al igual aprendí que el trabajo planeado y coordinado te hace batallar menos al final, siempre teniendo como objetivo entrega a entrega en lugar de querer aventarte el proyecto de un jalón ya que muchas veces te das cuenta de los bugs muy tarde.

Firma:

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Reflexión Roberto:

Falta por hacer

Firma:

\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

Descripción del Lenguaje

## Nombre del lenguaje

Din

## Descripción genérica de las principales características del lenguaje

Es un lenguaje en el que se arrastran bloques en el browser para formar el lenguaje que se quiere construir y en general sigue la siguiente estructura:

* Variables: globales y locales por función. También se manejan listas de tamaño estático, la asignación por casilla o a la variable no dimensionada en general. Al igual se puede sacar la longitud de una variable dimensionada.
* Main del programa (función CANCION) con su tempo declarado de donde se tomará la ejecución del programa y las primeras instrucciones
* Funciones: Tipo void, int, float, char y bool. Recursión en las funciones teniendo mas de un return. Llamado de funciones mandando funciones como parámetro.
* Lógica: If/else
* Ciclos: for, en donde se asigna una variable y se reasigna hasta que cumpla con una condición. While en donde se sigue ejecutando hasta que se cumpla cierta condición.
* Print
* Instrucción de tocar nota
* Operaciones lógicas (AND,OR, >,>=,<,<=,NOT,==,!=)
* Operaciones aritméticas (+,-,\*,/)
* Paréntesis para prioridad de operadores
* Declaración de texto.

## Errores que pueden ocurrir

Compilación:

* Variable con ese ID ya existe en ese scope: Para cuando se quiere declarar una variable que ya existe en ese contexto.
* Dimensión no valida: Para cuando se ingresa una dimensión negativa en una variable dimensionada.
* Overflow de variables enteras globales: Para cuando se declaran más de 2000 variables enteras en el contexto global.
* Overflow de variables enteras locales: Para cuando se declaran más de 2000 variables enteras en el contexto de una función o el main (Canción)
* Overflow de variables flotantes globales: Para cuando se declaran más de 2000 variables flotantes en el contexto global.
* Overflow de variables flotantes locales: Para cuando se declaran más de 2000 variables flotantes en el contexto de una función o el main (Canción)
* Overflow de variables char globales: Para cuando se declaran más de 2000 variables char en el contexto global.
* Overflow de variables char locales: Para cuando se declaran más de 2000 variables char en el contexto de una función o el main (Canción)
* Overflow de variables booleanas globales: Para cuando se declaran más de 2000 variables booleanas en el contexto global.
* Overflow de variables booleanas locales: Para cuando se declaran más de 2000 variables booleanas en el contexto de una función o el main (Canción)
* Falta regresar parámetro de salida en función: Cuando no es una función void y no hubo un return en la función.
* Función con ese ID ya existe en el programa: Cuando se quiere declarar otra función con el mismo nombre de otra función anteriormente declarada.
* Parámetro con ese ID ya existe en ese scope: Para cuando ya existe un parámetro con ese nombre anteriormente en la declaración de la función.
* Type mismatch: Cuando el cubo semántico no permite realizar la operación con el(los) tipo(s) mandados.
* Asignación mal terminada: Cuando quedaron operaciones pendientes en una asignación.
* No existe tal variable a asignar: Cuando tratan de asignar una variable que no fue previamente declarada en ese contexto o en el contexto global.
* Tiene que tener un booleano como resultado de expresión: Para cuando se hace un estatuto lógico que requiero un GOTOF y la expresión interna no regresa un booleano.
* Overflow de temporales enteras: Para cuando se realizan más de 4000 operaciones de tipo enteras en un contexto causando overflow.
* Overflow de temporales flotantes: Para cuando se realizan más de 4000 operaciones de tipo flotantes en un contexto causando overflow.
* Overflow de temporales char: Para cuando se realizan más de 4000 operaciones de tipo char en un contexto causando overflow.
* Overflow de temporales bool: Para cuando se realizan más de 4000 operaciones de tipo booleanas en un contexto causando overflow.
* Missing opening parenthesis: Para cuando se cierra un paréntesis que no tiene su paréntesis que abre.
* No existe tal variable normal: Para cuando se trata de acceder al valor de una variable y no ha sido declarada anteriormente en el contexto.
* Overflow de constantes enteras: Para cuando se utilizan más de 4000 constantes enteras en todo el programa.
* Overflow de constantes flotantes: Para cuando se utilizan más de 400 constantes flotantes en todo el programa.
* Overflow de constantes booleanas: Para cuando se utilizan más de 400 constantes booleanas en todo el programa.
* Overflow de constantes char: Para cuando se utilizan más de 400 constantes char en todo el programa.
* El índice que tratas de accesar no es de tipo entero: Para cuando se trata de acceder a una casilla de una variable dimensionada y la expresión para acceder al índice no regresa un entero.
* No es una variable dimensionada: Para cuando se trata de acceder a la casilla de una variable que no es dimensionada.
* No existe tal variable dimensionada: Para cuando se trata de acceder a la casilla de una variable que no existe.
* Error en declaración de parámetros: Para cuando se manda un valor que no es del mismo tipo del parámetro al que busca acceder.
* Función con ese id no existe: Para cuando se llama a una función que no existe.
* Error en cantidad de parámetros: Cuando faltaron parámetros por enviar a la función del lado de la llamada.
* Llamada a función con operaciones pendientes: Cuando en una llamada a una función se queda con operaciones pendientes uno de los parámetros que se están enviando.
* Error en el tipo de retorno dado: Para cuando la expresión del return de una función no corresponde con el tipo con el cual se declaro.
* Syntax error at: Cuando hay una error en la sintaxis.
* Syntax error at EOF: Cuando se acaba el archivo y no se cumplió con la sintaxis.
* Caracter ilegal: Cuando hay un error de léxico

Ejecución:

* Índice fuera de rango: Para cuando se trata de acceder un índice de la lista que no está dentro de su tamaño.

Descripción del Compilador

## Equipo de Cómputo, Lenguaje y Utilerías especiales

Cualquier computadora que cuente con una línea de comandos y que pueda correr Python. Nosotros recomendamos el uso de un package manager como homebrew para la instalación correcta de Python, al igual la computadora tiene que tener un browser que pueda correr javascript (recomendamos Google Chrome). La otra utilería que tiene que tener instalada es la librería de numpy para Python, esto se puede instalar por medio de pip para que se integre con Python. El resto de las librerías que se necesitan ya vienen incluidas en el repositorio de github en el que se encuentra nuestro lenguaje.

## Descripción del Análisis del Léxico

Patrones de Construcción por token:

* PLAY : ‘PLAY’
* VOID: ‘VOID’
* WHILE: ‘WHILE’
* CANCION: ‘CANCION’
* VAR: ‘VAR’
* FUNC: ‘FUNC’
* LIST: ‘LIST’
* IF: ‘IF’
* ELSE: ‘ELSE’
* FOR: ‘FOR’
* NOT: ‘NOT’
* AND: ‘AND’
* OR: ‘OR’
* LENGTH: ‘LENGTH’
* NOTA: ‘([a-g][1-7])|([a,c,d,f,g][#][1-7])’
* PRINT: ‘PRINT’
* CALL: ‘CALL’
* RETURN: ‘RETURN’
* INT: ‘INT’
* CHAR: ‘CHAR’
* FLOAT: ‘FLOAT’
* BOOL: ‘BOOL’
* NOTEQ: ‘!=’
* LTHANEQ: ‘<=’
* MTHANEQ: ‘>=’
* EQ: ‘==’
* CTEF: ‘[0-9]+([eE]([+]|[-])?|[.][0-9]+[eE]([+]|[-])?|[.])[0-9]+’
* CTEE: ‘[0-9]+’
* CTECHAR: ‘\"[^\n"]+\"’
* CTEBOOL: ‘True| False’
* ID: ‘[A-Za-z]([\_]?([a-zA-Z]|[0-9]))\*’
* Literales: '(',')',',',':',';', '{','}','\*','/','',',',';','>','<','=','+','-','[',']','.'

## Descripción del Análisis de Sintaxis

Programa := a c cancion

a := empty

a := vars a

c := empty

c := función c

vars := VAR ID : tipo u;

función := FUNC z ID ( params ) f bloque

z := INT

z := CHAR

z := FLOAT

z := BOOL

z := VOID

f := empty

f := vars f

params := empty

params := tipo ID h

h := empty

h := , params

i := empty

i := estatuto i

bloque := { i }

cancion := CANCION ( CTEE ) f bloque

estatuto := asignacion

estatuto := if

estatuto := for

estatuto := while

estatuto := return

estatuto := play

estatuto := print

estatuto := callvoidfunc

asignacion := ID accesoVarDim = expresion ;

if := IF ( expression ) bloque l ;

l := empty

l := ELSE bloque

for := FOR ( asignacion expresion ; asignacion) bloque ;

expresion := m subexpresion

m := empty

m := NOT m

subexpresion := exp o

o := empty

o := AND subexpresion

o := OR subexpresion

exp := nexp p

p := empty

p := EQ nexp

p := NOTEQ nexp

p := > nexp

p := < nexp

p := MTHANEQ nexp

p := LTHANEQ nexp

nexp := termino q

q := + nexp

q := - nexp

termino := meteneg factor n

n := \* termino

n := / termino

factor := ( expresion )

factor := varcte

meteneg := empty

meteneg := -

varcte := ID r

varcte := CTEE

varcte := CTEF

varcte := CTEBOOL

varcte := callreturnfunc

varcte := CTECHAR

r := empty

r := accesoVarDim

r := length

accesoVarDim := [ nexp ]

length := . LENGTH ( )

while := WHILE ( expresion ) bloque ;

play := PLAY ( NOTA , CTEE ) ;

print := PRINT expresion ;

callreturnfunc := CALL ID ( s) ;

s := empty

s := expresion t

t := , s

callvoidfunc := CALL ID ( s ) ;

return := RETURN ( expresion ) ;

tipo := INT

tipo := CHAR

tipo := FLOAT

tipo := BOOL

u := empty

u := LIST ( CTEE )

empty := null

## Descripción de Generación de Código Intermedio y Análisis Semántico

Códigos de Operación:

# Multiplicación

MULT = 1

# División

DIV = 2

# And

AND = 3

# Or

OR = 4

# ==

EQEQ = 5

# !=

NOTEQ = 6

# >

GT = 7

# <

LT = 8

# >=

GTE = 9

# <=

LTE = 10

# Suma

PLUS = 11

# Resta

MINUS = 12

# Not (!)

NOT = 13

# Asignación

EQ = 14

# Play

PLAY = 15

# Imprime

PRINT = 16

# Brinco

GOTO = 17

# Brinco en falso

GOTOF = 18

# Brinco en verdadero

GOTOV = 19

# Cierra procedimiento

ENDPROC = 20

# Registro de activación

ERA = 21

# Entrada de parámetro

PARAMETRO = 22

# Arranca procedimiento

GOSUB = 23

# Verifica que este dentro de rango el arreglo

VERIFICA = 24

# Signo negativo

NEG = 25

# Error, usado para los errores en el cubo semántico

ERR = -1

Códigos de Tipos:

INT = 100

CHAR = 200

FLOAT = 300

BOOL = 400

Direcciones Virtuales

Variables globales enteras 1000 a 3999

Variables globales flotantes 3000 a 4999

Variables globales booleanas 5000 a 6999

Variables globales char 7000 a 8999

Variables locales enteras 9000 a 10999

Variables locales flotantes 11000 a 12999

Variables locales booleanas 13000 a 14999

Variables locales char 15000 a 16999

Variables locales temporales enteras 17000 a 20999

Variables locales temporales flotantes 21000 a 24999

Variables locales temporales booleanas 25000 a 28999

Variables locales temporales char 29000 a 32999

Constantes enteras 33000 a 36999

Constantes flotantes 37000 a 40999

Constantes booleanas 41000 a 44999

Constantes char 45000 a 48999

Constantes notas 49000 a infinito

Breve descripción de las acciones semánticas:

* Al terminar programa: Se vacía la tabla de variables globales y se imprime que se terminó con el archivo
* creadirprocgobal: Creamos el directorio de procedimientos global con las variables vacías, la dirección de inicio en None, el tamaño en 0's y con los parámetros vacíos
* punto neurálgico 22: Utilizado para generar el salto a cancion que representa el main del programa, lo hace al crear un GOTO y agrega a la pila de saltos lo que hay que rellenar al encontrarnos con Canción.
* Al terminar vars: Utilizada para declarar variables en cualquier función o globalmente utilizamos un diccionario auxiliar para saber en que scope estamos, revisamos si no existe una variable con es id en ese scope y se da de alta diferente si es global o local y por su tipo. Se genera al final el registro en el diccionario de variables en el que estamos.
* Al terminar función: Se valida si se hizo return en caso de que sea un función que no sea void, vaciamos la tabla de variables de la función, reiniciamos el conteo de variables locales y temporales locales, sacamos el scope actual y generamos la instrucción de ENDPROC para terminar la función.
* TIPOFUNCION (regla z): Le agrega al tipo a la función regresando el string convertido en código de operación.
* Meterfuncion: Se utiliza para meter una función al directorio de procedimiento, primero revisamos que no existe una función con ese nombre anteriormente declarada, iniciamos las variables locales y temporales, lo damos de alta en el directorio de procedimientos con su tipo, vars vacías, dirección virtual inicial, tamaño en ceros y params vacíos , finalmente agregamos el scope actual que va a comenzar.
* Punto neurálgico 23: Para sacar el cuádruplo donde inicia la función que se declaro, se rellena su registro de directorio de procedimientos en el campo de dirección virtual con el número del siguiente cuádruplo.
* Meterparams: utilizado para meter cada parámetro declarado en la función se toma en cuenta su tipo y que no se llame igual que una variable local, revisamos si no existe un parámetro con ese nombre en el directorio de variables de ese scope, lo agregamos como variable nueva con su tipo declarado y aumentamos la cantidad de variables locales del tipo del que se declaró.
* Al terminar canción: Vaciamos el diccionario de variables de canción y sacamos el scope de canción de la pila de scopes.
* Metercancion: Agregamos el scope de canción, reiniciamos las variables locales y temporales, creamos la entrada al directorio de procedimientos de canción donde tiene el tipo, las variables en vacío, none para dirección de inicio del procedimiento, en 0's la cantidad de variables y temporales, las variables en vacío y al final lleva el tempo que se manda a la función, se rellena el salto inicial ingresado en el primer cuádruplo al momento de empezar el programa ingresado en la pila de saltos y se rellena el GOTO con el siguiente cuádruplo que es donde comienza el main.
* Al terminar asignación: Revisamos que la operación pendiente en la pOper sea la asignación, sacamos el operando izquierdo de la pilaO y su tipo, luego sacamos lo que se quiere igualar de la pilaO y su tipo, hacemos la validación semántica con el cubo y creamos el cuádruplo de asignación.
* Punto neurálgico 8: Revisamos que la variable de la asignación exista y que no sea una variable dimensionada, si cumple entonces agregamos a la pilaO su dirección virtual y su tipo a la pila de tipos, finalmente agregamos el código de operación de la asignación a la pila de operaciones.
* Asiglista: Revisamos si se va a utilizar un acceso a una variable dimensionada o no y en base a eso lo regresamos al punto neurálgico 8 para que sepa si se trata de una variable dimensionada o no.
* Punto neurálgico 13: utilizado para meter las acciones correspondientes de los brincos por el estatuto lógico en caso de que sea falso todo dependiendo del resultado de la expresion del estatuto de control. Checamos si la expresion nos dejo un tipo bool al final, generamos el GOTOF todavía sin saber a donde vamos a brincar con el tope de la pilaO que tiene la respuesta de la expresión del if para saber si es verdadero o falso, finalmente agregamos a la pila de saltos para que sepa que es lo que se tiene que rellenar cuando se acabe el if o se encuentra con el else.
* Punto neurálgico 14: Utilizado para hacer un salto en caso de que haya else se utiliza porque si hay un else y entro al verdadero se tiene que saltar las instrucciones del else y al igual es el brinco que se hace para el GOTOF del if. Todo lo hacemos manipulando la pila de saltos, primero rellenado el salto pendiente del GOTOF y luego agregamos el GOTO que tiene pendiente su brinco y por lo tanto lo agregamos a la pila de saltos.
* Punto neurálgico 15: utilizado para cerrar el estatuto del if y generar las acciones correspondientes semánticas, aquí lo importante es que la pila de saltos ya se trabajo bien en los otros puntos del if ya que no importa si fue if else o if solo. Sacamos el pendiente del GOTO del else o del GOTOF, en caso de que no sea un if else, de la pila de saltos y rellenamos con el siguiente cuádruplo.
* Punto neurálgico 18: utilizado por el for para agregar a la pila de saltos el punto inicial antes de la expresion que se evalúa cada vez que se ejecuta de nuevo el ciclo. Este salto se agrega a la pila de saltos.
* Punto neurálgico 19: Utilizado por el for para revisar que la expresion sea de tipo booleana y agregamos los brincos correspondientes en falso y verdadero de acuerdo al resultado de la misma ya que siempre se debe dejar la segunda asignacion hasta el final del for. Generamos cuádruplos de GOTOV para que se vaya al bloque del for, todavía sin saber donde empieza agregando su posición a la pila de saltos, hacemos lo mismo para el GOTOF para que se brinque el bloque todavía sin saber a donde vamos agregando a la pila de saltos. Finalmente agregamos a la pila de saltos el siguiente cuádruplo ya que siempre se hace la asignación al final de bloque del for.
* Punto neurálgico 21: se utiliza para hacer el salto después de la segunda asignacion ya que después de ahí vuelve a evaluarse la expresion anteriormente en el for y se usa para saber que ya comienza el bloque entonces el salto del GOTOV se rellena. Se utiliza una pila auxiliar para los niveles anidados en la pila de saltos.
* Punto neurálgico 20: se utiliza para marcar el fin de la declaración del for y se utiliza para hacer el brinco a la segunda asignacion y rellenar el GOTOF de la expresión.
* Al terminar expresión: regla sintáctica que se utiliza para hacer el NOT a toda una expresion y marca la menor prioridad en las expresiones, se hace hasta el final generando el cuádruplo en caso de que se haya hecho el NOT y haciendo la validación en el cubo semántico.
* Agrega not: Se agrega el código de operación del NOT a la pOper en caso de que se haya incluido el NOT.
* Punto neurálgico 10: Utilizado para evaluar los AND's y OR's pendientes y agregar el resultado a la pilaO y a la pTipos el tipo. Sacando de la pilaO los dos operandos, generando una nueva temporal para el resultado y validando en el cubo semántico que se pueda hacer la operación y agregando el cuádruplo de operación con los operandos y el temporal resultante y agregando el resultado a la pilaO.
* Punto neurálgico 9\_1: Se utiliza para agregar el código de operación del AND a la pOper.
* Punto neurálgico 9\_2: Se utiliza para agregar el código de operación del OR a la pOper.
* Punto neurálgico 12: se utiliza para evaluar las comparaciones y poner el resultado en la pilaO y pTipos al igual hacer el cuádruplo, las operaciones son: ==, !=, >, >=, <=, <. Saca el operando izquierdo y el derecho de la pilaO, hace el temporal para el resultado, las validaciones semánticas del cubo y finalmente genera el cuádruplo guardando el resultado en la pilaO.
* Puntos neurálgicos 11: se utiliza para agregar la operación correspondiente de comparación (==,>,>=,<=,<,!=).
* Punto neurálgico 5: se utiliza para hacer la operación de suma o resta y agregar el resultado a la pilaO y a la pTipos, sacamos los operandos de la pilaO, hacemos el temporal resultante, hacemos validación semántica con el cubo y generamos el cuádruplo.
* Puntos neurálgicos 3: se utilizan para agregar la operación de suma o resta a la pOper.
* Punto neurálgico 4: utilizado para realizar la operación de multiplicación o división del termino y agregando el resultado a la pilaO y el tipo a la pTipos, sacamos los operandos de la pilaO hacemos la validación semántica con el cubo, generamos la temporal y generamos el cuádruplo de la operación.
* Puntos neurálgicos 2: se utiliza para agregar la operación a la pOper de multiplicación o división según sea el token leído.
* Al terminar factor: nivel mas alto en la jerarquía de expresiones en el que se pueden utilizar paréntesis y meter otra expresion para poner esa expresion en mayor prioridad o así bien meter constantes o variables. Aplicamos el negativo si es que existe como operación pendiente en la pOper, hacemos las validaciones pendientes con el operando de la pilaO en el cubo semántico, generamos la temporal correspondiente y finalmente generamos el cuádruplo de la operación.
* Meteneg: regla sintáctica para dar la opción de meter o no el signo negativo en el termino y agregarlo a la pOper.
* Punto neurálgico 6: utilizado para meter el fondo falso a la pila de operaciones para cuando se ingresa un paréntesis esto le da prioridad a las operaciones internas.
* Punto neurálgico 7: Utilizado para sacar el fondo falso de la pila de operaciones para cuando se termina la expresión y se cierra paréntesis y así ya pueden continuar las operaciones anteriores al paréntesis.
* Punto neurálgico var: Utilizado para agregar la variable a la pilaO y pTipos siempre y cuando exista en el diccionario de variables del scope actual y no sea una operación length. Validando que exista la variable en el diccionario de variables del scope actual o el scope global y agregamos su dirección virtual a la pilaO y su tipo a la pTipos.
* Punto neurálgico cte entera: utilizado para agregar constantes enteras y como las constantes están en un diccionario entonces revisa si ya existe esa constante y pone su dirección virtual o si no la agrega.
* Punto neurálgico cte flotante: utilizado para agregar constantes flotantes y como las constantes están en un diccionario entonces revisa si ya existe esa constante y pone su dirección virtual o si no la agrega.
* Punto neurálgico cte booleana: utilizado para agregar constantes booleanas y como las constantes están en un diccionario entonces revisa si ya existe esa constante y pone su dirección virtual o si no la agrega. Para esta en particular agregamos el string tru o fals debido a que sino Python lo parsea como 1 el True y 0 el False y por lo tanto no se pasa así tal cual.
* Punto neurálgico cte char: Utilizado para agregar constantes char y como las constantes están en un diccionario entonces revisa si ya existe esa constante y pone su dirección virtual o si no la agrega.
* accesoVarDim: utilizado para accesar el valor de una casilla de la variable dimensionada para esto se pueden utilizar expresiones numéricas entera para ingresar el índice de la casilla a la que se quiere acceder. Al final de sacar el resultado generamos el cuádruplo para sumar el resultado de la expresión numérica de adentro a la dirección base de la variable dimensionada y generamos un apuntado utilizando paréntesis en la pilaO
* punto neurálgico 27: Se utiliza para meter un fondo falso al momento de buscar el índice que se desea acceder mediante una expresion así dejamos en pausa todas las operaciones pendientes que teníamos en la expresion que tiene el acceso a la variable.
* Length: Se utiliza para saber el tamaño declarado de una variable dimensionada, regresa un entero metiéndolo a la pilaO y metiendo un entero a la pila de tipos. Validando que exista la variable y que sea dimensionada, sacando la dimensión de su diccionario de variables y poniendo en la pilaO.
* Punto neurálgico 16: Se utiliza en el while para definir el punto de brinco que va a tener el ciclo para siempre evaluar la condición cada vez que termina una vuelta.
* Punto neurálgico 17: se utiliza en while para cuando terminamos el ciclo que realice el GOTO al principio y vuelva a evaluar la condición para ver si vuelve a dar otra vuelta o no y después rellenamos el cuádruplo de GOTOF para saber a donde se va a ir el apuntador de instrucción si la condición es falsa.
* Al terminar el play: Estatuto que se utiliza para sacar un sonido o un silencio y que al final de programa se reúnan y se arme la melodía según fue encontrando estos estatutos. Valida que la nota exista o si no la agrega a las constantes y hace lo mismo con la constante entera.
* Al terminar el print: Generamos el cuádruplo del print con lo que hay en el tope de la piaO.
* Al terminar el callreturnfunc: en el scope global en el diccionario de procedimientos se declara una variable que representa el resultado de la función en donde se le asigna una dirección virtual, por medio de esta instrucción se recupera la dirección virtual y poder igualar una temporal y meterla a la pilaO para que siga con el resto de la expresión. revisamos que tipo es y en base a eso le asignamos el valor de la variable global ahora a una temporal para el scope que mando a llamar la función al igual la metemos a la pilaO y su tipo a la pila de tipos.
* Punto neurálgico 25: Se utiliza cada vez que se termina la expresion de un parámetro en la llamada a una función, sea void o con un tipo y se realiza una validación para ver si el parámetro es del mismo tipo y los esta ingresando en el orden correcto. La suma de los parámetros está en la pila de cuenta de parámetros sumando cada tipo, se valida contra el total declarado y se checa si esta declarando de más y luego checa si el resultado de la expresión es del mismo tipo, al final generando el cuádruplo de parámetro al número correspondiente en la nueva función.
* Punto neurálgico 24: Se utiliza en cualquier call a una función, genera un era para la nueva función a la que desea ir, agrega a la pila de funciones, a la pila de numero de función y finalmente deja todo listo para empezar a ingresar los parámetros.
* Punto neurálgico 26: se utiliza en cualquier llamada a función para revisar que se hayan dado el numero de parámetros correctos y genera el GOSUB que ya cambia el scope.
* Al terminar el return: se utiliza en las funciones que no son de tipo void esto marca que ya se asigna la variable global que corresponde a la función y se le asigna el resultado de la expresión. Se asigna mediante una operación de asignación en el cuádruplo, lo que se está generando de la expresión del return a la dirección virtual de su variable global y finalmente se hace un ENDPROC ya que ahí termina la función.

Tabla de consideraciones semánticas expresada en un diccionario de diccionarios:

#####################################

## multiplication operation cube ##

#####################################

cubo\_semantico[INT][INT][MULT]=INT

cubo\_semantico[INT][CHAR][MULT]=ERR

cubo\_semantico[INT][FLOAT][MULT]=FLOAT

cubo\_semantico[INT][BOOL][MULT]=ERR

cubo\_semantico[CHAR][CHAR][MULT]=ERR

cubo\_semantico[CHAR][FLOAT][MULT]=ERR

cubo\_semantico[CHAR][BOOL][MULT]=ERR

cubo\_semantico[FLOAT][FLOAT][MULT]=FLOAT

cubo\_semantico[FLOAT][BOOL][MULT]=ERR

cubo\_semantico[BOOL][BOOL][MULT]=ERR

#####################################

## división operation cube ##

#####################################

cubo\_semantico[INT][INT][DIV]=INT

cubo\_semantico[INT][CHAR][DIV]=ERR

cubo\_semantico[INT][FLOAT][DIV]=FLOAT

cubo\_semantico[INT][BOOL][DIV]=ERR

cubo\_semantico[CHAR][CHAR][DIV]=ERR

cubo\_semantico[CHAR][FLOAT][DIV]=ERR

cubo\_semantico[CHAR][BOOL][DIV]=ERR

cubo\_semantico[FLOAT][FLOAT][DIV]=FLOAT

cubo\_semantico[FLOAT][BOOL][DIV]=ERR

cubo\_semantico[BOOL][BOOL][DIV]=ERR

#####################################

## and operation cube ##

#####################################

cubo\_semantico[INT][INT][AND]=ERR

cubo\_semantico[INT][CHAR][AND]=ERR

cubo\_semantico[INT][FLOAT][AND]=ERR

cubo\_semantico[INT][BOOL][AND]=ERR

cubo\_semantico[CHAR][CHAR][AND]=ERR

cubo\_semantico[CHAR][FLOAT][AND]=ERR

cubo\_semantico[CHAR][BOOL][AND]=ERR

cubo\_semantico[FLOAT][FLOAT][AND]=ERR

cubo\_semantico[FLOAT][BOOL][AND]=ERR

cubo\_semantico[BOOL][BOOL][AND]=BOOL

#####################################

## or operation cube ##

#####################################

cubo\_semantico[INT][INT][OR]=ERR

cubo\_semantico[INT][CHAR][OR]=ERR

cubo\_semantico[INT][FLOAT][OR]=ERR

cubo\_semantico[INT][BOOL][OR]=ERR

cubo\_semantico[CHAR][CHAR][OR]=ERR

cubo\_semantico[CHAR][FLOAT][OR]=ERR

cubo\_semantico[CHAR][BOOL][OR]=ERR

cubo\_semantico[FLOAT][FLOAT][OR]=ERR

cubo\_semantico[FLOAT][BOOL][OR]=ERR

cubo\_semantico[BOOL][BOOL][OR]=BOOL

#####################################

## == operation cube ##

#####################################

cubo\_semantico[INT][INT][EQEQ]=BOOL

cubo\_semantico[INT][CHAR][EQEQ]=ERR

cubo\_semantico[INT][FLOAT][EQEQ]=BOOL

cubo\_semantico[INT][BOOL][EQEQ]=ERR

cubo\_semantico[CHAR][CHAR][EQEQ]=BOOL

cubo\_semantico[CHAR][FLOAT][EQEQ]=ERR

cubo\_semantico[CHAR][BOOL][EQEQ]=ERR

cubo\_semantico[FLOAT][FLOAT][EQEQ]=BOOL

cubo\_semantico[FLOAT][BOOL][EQEQ]=ERR

cubo\_semantico[BOOL][BOOL][EQEQ]=BOOL

#####################################

## notequals operation cube ##

#####################################

cubo\_semantico[INT][INT][NOTEQ]=BOOL

cubo\_semantico[INT][CHAR][NOTEQ]=ERR

cubo\_semantico[INT][FLOAT][NOTEQ]=BOOL

cubo\_semantico[INT][BOOL][NOTEQ]=ERR

cubo\_semantico[CHAR][CHAR][NOTEQ]=BOOL

cubo\_semantico[CHAR][FLOAT][NOTEQ]=ERR

cubo\_semantico[CHAR][BOOL][NOTEQ]=ERR

cubo\_semantico[FLOAT][FLOAT][NOTEQ]=BOOL

cubo\_semantico[FLOAT][BOOL][NOTEQ]=ERR

cubo\_semantico[BOOL][BOOL][NOTEQ]=BOOL

#####################################

## gt operation cube ##

#####################################

cubo\_semantico[INT][INT][GT]=BOOL

cubo\_semantico[INT][CHAR][GT]=ERR

cubo\_semantico[INT][FLOAT][GT]=BOOL

cubo\_semantico[INT][BOOL][GT]=ERR

cubo\_semantico[CHAR][CHAR][GT]=ERR

cubo\_semantico[CHAR][FLOAT][GT]=ERR

cubo\_semantico[CHAR][BOOL][GT]=ERR

cubo\_semantico[FLOAT][FLOAT][GT]=BOOL

cubo\_semantico[FLOAT][BOOL][GT]=ERR

cubo\_semantico[BOOL][BOOL][GT]=ERR

#####################################

## lt operation cube ##

#####################################

cubo\_semantico[INT][INT][LT]=BOOL

cubo\_semantico[INT][CHAR][LT]=ERR

cubo\_semantico[INT][FLOAT][LT]=BOOL

cubo\_semantico[INT][BOOL][LT]=ERR

cubo\_semantico[CHAR][CHAR][LT]=ERR

cubo\_semantico[CHAR][FLOAT][LT]=ERR

cubo\_semantico[CHAR][BOOL][LT]=ERR

cubo\_semantico[FLOAT][FLOAT][LT]=BOOL

cubo\_semantico[FLOAT][BOOL][LT]=ERR

cubo\_semantico[BOOL][BOOL][LT]=ERR

#####################################

## gte operation cube ##

#####################################

cubo\_semantico[INT][INT][GTE]=BOOL

cubo\_semantico[INT][CHAR][GTE]=ERR

cubo\_semantico[INT][FLOAT][GTE]=BOOL

cubo\_semantico[INT][BOOL][GTE]=ERR

cubo\_semantico[CHAR][CHAR][GTE]=ERR

cubo\_semantico[CHAR][FLOAT][GTE]=ERR

cubo\_semantico[CHAR][BOOL][GTE]=ERR

cubo\_semantico[FLOAT][FLOAT][GTE]=BOOL

cubo\_semantico[FLOAT][BOOL][GTE]=ERR

cubo\_semantico[BOOL][BOOL][GTE]=ERR

#####################################

## lte operation cube ##

#####################################

cubo\_semantico[INT][INT][LTE]=BOOL

cubo\_semantico[INT][CHAR][LTE]=ERR

cubo\_semantico[INT][FLOAT][LTE]=BOOL

cubo\_semantico[INT][BOOL][LTE]=ERR

cubo\_semantico[CHAR][CHAR][LTE]=ERR

cubo\_semantico[CHAR][FLOAT][LTE]=ERR

cubo\_semantico[CHAR][BOOL][LTE]=ERR

cubo\_semantico[FLOAT][FLOAT][LTE]=BOOL

cubo\_semantico[FLOAT][BOOL][LTE]=ERR

cubo\_semantico[BOOL][BOOL][LTE]=ERR

#####################################

## plus operation cube ##

#####################################

cubo\_semantico[INT][INT][PLUS]=INT

cubo\_semantico[INT][CHAR][PLUS]=ERR

cubo\_semantico[INT][FLOAT][PLUS]=FLOAT

cubo\_semantico[INT][BOOL][PLUS]=ERR

cubo\_semantico[CHAR][CHAR][PLUS]=ERR

cubo\_semantico[CHAR][FLOAT][PLUS]=ERR

cubo\_semantico[CHAR][BOOL][PLUS]=ERR

cubo\_semantico[FLOAT][FLOAT][PLUS]=FLOAT

cubo\_semantico[FLOAT][BOOL][PLUS]=ERR

cubo\_semantico[BOOL][BOOL][PLUS]=ERR

#####################################

## minus operation cube ##

#####################################

cubo\_semantico[INT][INT][MINUS]=INT

cubo\_semantico[INT][CHAR][MINUS]=ERR

cubo\_semantico[INT][FLOAT][MINUS]=FLOAT

cubo\_semantico[INT][BOOL][MINUS]=ERR

cubo\_semantico[CHAR][CHAR][MINUS]=ERR

cubo\_semantico[CHAR][FLOAT][MINUS]=ERR

cubo\_semantico[CHAR][BOOL][MINUS]=ERR

cubo\_semantico[FLOAT][FLOAT][MINUS]=FLOAT

cubo\_semantico[FLOAT][BOOL][MINUS]=ERR

cubo\_semantico[BOOL][BOOL][MINUS]=ERR

#####################################

## not operation cube ##

#####################################

cubo\_semantico[INT][NOT]=ERR

cubo\_semantico[CHAR][NOT]=ERR

cubo\_semantico[FLOAT][NOT]=ERR

cubo\_semantico[BOOL][NOT]=BOOL

#####################################

## equals operation cube ##

#####################################

cubo\_semantico[INT][INT][EQ]=INT

cubo\_semantico[INT][CHAR][EQ]=ERR

cubo\_semantico[INT][FLOAT][EQ]=ERR

cubo\_semantico[INT][BOOL][EQ]=ERR

cubo\_semantico[CHAR][CHAR][EQ]=CHAR

cubo\_semantico[CHAR][FLOAT][EQ]=ERR

cubo\_semantico[CHAR][BOOL][EQ]=ERR

cubo\_semantico[FLOAT][FLOAT][EQ]=FLOAT

cubo\_semantico[FLOAT][BOOL][EQ]=ERR

cubo\_semantico[BOOL][BOOL][EQ]=BOOL

### Caso especial para igualdad ya que solo

### se puede asignar un int a un float y no al

### revés

cubo\_semantico[FLOAT][INT][EQ] = FLOAT

#####################################

## neg operation cube ##

#####################################

cubo\_semantico[INT][NEG]=INT

cubo\_semantico[CHAR][NEG]=ERR

cubo\_semantico[FLOAT][NEG]=FLOAT

cubo\_semantico[BOOL][NEG]=ERR

## Descripción detallada del proceso de Administración de Memoria

# Pila de Operandos:

## Se utiliza para saber las direcciones virtuales

## de los operandos que están pendientes por transformar

## o utilizar

pilaO=[]

![](data:image/png;base64,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)

# Pila de Operadores:

## Se utiliza para saber los códigos de operación

## de las operaciones pendientes en el código actual

pOper=[]
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# Pila de Tipos:

## Se utiliza para saber cuales son los códigos de los

## tipos que corresponden a la pila de operandos

pTipos=[]
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# Diccionario de Cuádruplos:

## Este diccionario de listas se utiliza para ingresar los cuádruplos

## que el programa va ingresando (código intermedio) que tiene la

## siguiente organización:

## posicion0 = código de la operación a realizar

## posicion1 = dirección virtual del operando izquierdo

## posicion2 = dirección virtual del operando derecho

## posicion3 = dirección virtual del resultado

cuádruplos={}
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# Diccionario de Procedimientos:

## Este diccionario de los procedimientos del programa

## es un diccionario de listas que tiene la siguiente

## organización:

## posicion0 = tipo del procedimiento

## posicion1 = diccionario de variables del procedimiento

## posicion2 = dirección cuádruplo inicio del procedimiento

## posicion3 = diccionario del tamaño del procedimiento, representado en cada tipo y por variables y constantes

## posicion4 = lista de parámetros que tiene el procedimiento

# Diccionario de Variables:

## Este diccionario es un diccionario de listas que tiene

## la siguiente organización:

## posicion0 = tipo de la variable

## posicion1 = dirección virtual de la variable

## posicion2 = lista de dimensiones de la variable (para variables de tipo lista)

### No esta declarada aquí porque se declara cada vez que se

### manda a crear un nuevo procedimiento y se crea adentro

### de la posición de variables en el diccionario de procedimientos
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# Pila de Numero de Funciones:

## Esta pila se utiliza para llevar un registro de a que

## funciones se están llamando para que cuando se mande

## a llamar una función adentro de otra entonces sepa a

## cual registrarle parámetros, se utilizan números

## ya que puede mandarse a llamar la misma función adentro

## de la otra

pilaNumFuncs = []
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# Pila auxParamCount:

## Esta pila se utiliza para llevar un registro de en que

## parámetro se encuentran las funciones en pilaNumFuncs

## esto se utiliza para cuando se mande a llamar una función

## adentro de otra

pilaAuxParamCount = []
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# Pila de Funciones:

## Esta pila se utiliza para llevar un registro de a que

## funciones se están llamando para que cuando se mande

## a llamar una función adentro de otra entonces sepa a

## cual registrarle parámetros a diferencia de la pilaNumFuncs

## esta es para saber el nombre de la función a la que se le

## están enviando las cosas

pilaFuncs = []
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# Pila de Saltos:

## Esta pila/queue se utiliza para llevar un registro de

## los saltos que tiene pendiente por rellenar el programa

## o por asignar mas adelante, se utilizo pila/queue para

## que se puedan sacar por ambos lados

pSaltos = deque([])
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# Diccionario de constantes:

## Aquí se guardan las constantes que se van declarando

## la organización es que la llave es el valor de la constante

## y el valor es la dirección virtual para los cuádruplos

ctes = {}
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Descripción de la Máquina Virtual

## Equipo de cómputo, lenguaje y utilerías

Son las mismas que las del compilador.

## Descripción detallada del proceso de Administración de Memoria

Especificación gráfica

## clase de memoria la que se utiliza para pedir memoria

## cuando llamas a una nueva funcion, la global o la de

## cancion, nos ayuda a definir el tamano en variables

## del elemento y las casillas y los valores de ejecucion

## que agarra cada casilla, inicialmente arrancan en 0
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La asociación con la memoria se ve así:

Si la flag de global se prende en la clase entonces las variables arrancan en distinto número. Según las variables que se declararon entonces se crean las llaves de los diccionarios de ints, chars, bools y floats ahí se mezclan las temporales con las variables y todas se inicializan en 0. Así se tradujo a la memoria y entonces así se respeta la dirección virtual que viene en los cuádruplos para buscar en la memoria de acuerdo al tipo.

Pruebas del Funcionamiento del Lenguaje

## Fibonaccis

Blockly

Falta por hacer

Archivo generado

VAR x : FLOAT;

FUNC INT fibIteration(INT n)

VAR x : INT;

VAR y : INT;

VAR z : INT;

VAR i : INT;

{

x = 0;

y = 1;

z = 1;

FOR (i = 0; i < n; i=i+1;) {

x = y;

y = z;

z = x + y;

};

RETURN (x);

}

FUNC INT fibRecursion(INT n) {

IF ((n == 1) OR (n == 0)) {

RETURN (n);

};

RETURN (CALL fibRecursion(n - 1); + CALL fibRecursion(n - 2););

}

FUNC INT suma(INT n,INT m) {

RETURN (n + m);

}

CANCION (90)

{

PRINT CALL fibIteration(CALL fibIteration(11););;

PRINT CALL suma(CALL fibIteration(12);,10);;

PRINT CALL fibRecursion(11);;

x = CALL fibIteration(11);;

PRINT x;

}

Impresion en terminal

{ 1: [17, None, None, 44],

2: [14, 33000, None, 9001],

3: [14, 33001, None, 9002],

4: [14, 33001, None, 9003],

5: [14, 33000, None, 9004],

6: [8, 9004, 9000, 25000],

7: [19, 25000, None, 12],

8: [18, 25000, None, 17],

9: [11, 9004, 33001, 17000],

10: [14, 17000, None, 9004],

11: [17, None, None, 6],

12: [14, 9002, None, 9001],

13: [14, 9003, None, 9002],

14: [11, 9001, 9002, 17001],

15: [14, 17001, None, 9003],

16: [17, None, None, 9],

17: [14, 9001, None, 1000],

18: [20, None, None, None],

19: [20, None, None, None],

20: [5, 9000, 33001, 25000],

21: [5, 9000, 33000, 25001],

22: [4, 25000, 25001, 25002],

23: [18, 25002, None, 26],

24: [14, 9000, None, 1001],

25: [20, None, None, None],

26: [21, 'fibRecursion', None, None],

27: [12, 9000, 33001, 17000],

28: [22, 17000, None, 9000],

29: [23, 'fibRecursion', None, None],

30: [14, 1001, None, 17001],

31: [21, 'fibRecursion', None, None],

32: [12, 9000, 33002, 17002],

33: [22, 17002, None, 9000],

34: [23, 'fibRecursion', None, None],

35: [14, 1001, None, 17003],

36: [11, 17001, 17003, 17004],

37: [14, 17004, None, 1001],

38: [20, None, None, None],

39: [20, None, None, None],

40: [11, 9000, 9001, 17000],

41: [14, 17000, None, 1002],

42: [20, None, None, None],

43: [20, None, None, None],

44: [21, 'suma', None, None],

45: [21, 'fibIteration', None, None],

46: [22, 33003, None, 9000],

47: [23, 'fibIteration', None, None],

48: [14, 1000, None, 17000],

49: [22, 17000, None, 9000],

50: [22, 33004, None, 9001],

51: [23, 'suma', None, None],

52: [14, 1002, None, 17001],

53: [16, 17001, None, None],

54: [21, 'fibRecursion', None, None],

55: [22, 33003, None, 9000],

56: [23, 'fibRecursion', None, None],

57: [14, 1001, None, 17002],

58: [16, 17002, None, None],

59: [21, 'fibRecursion', None, None],

60: [22, 33003, None, 9000],

61: [23, 'fibRecursion', None, None],

62: [14, 1001, None, 17003],

63: [14, 17003, None, 3000],

64: [16, 3000, None, None]}

[]

[]

[]

deque([])

comienza maquina virtual

{0: 33000, 1: 33001, 2: 33002, 10: 33004, 5: 33003}

[17, None, None, 44]

[21, 'suma', None, None]

[21, 'fibIteration', None, None]

[22, 33003, None, 9000]

[23, 'fibIteration', None, None]

[14, 33000, None, 9001]

[14, 33001, None, 9002]

[14, 33001, None, 9003]

[14, 33000, None, 9004]

[8, 9004, 9000, 25000]

[19, 25000, None, 12]

[14, 9002, None, 9001]

[14, 9003, None, 9002]

[11, 9001, 9002, 17001]

[14, 17001, None, 9003]

[17, None, None, 9]

[11, 9004, 33001, 17000]

[14, 17000, None, 9004]

[17, None, None, 6]

[8, 9004, 9000, 25000]

[19, 25000, None, 12]

[14, 9002, None, 9001]

[14, 9003, None, 9002]

[11, 9001, 9002, 17001]

[14, 17001, None, 9003]

[17, None, None, 9]

[11, 9004, 33001, 17000]

[14, 17000, None, 9004]

[17, None, None, 6]

[8, 9004, 9000, 25000]

[19, 25000, None, 12]

[14, 9002, None, 9001]

[14, 9003, None, 9002]

[11, 9001, 9002, 17001]

[14, 17001, None, 9003]

[17, None, None, 9]

[11, 9004, 33001, 17000]

[14, 17000, None, 9004]

[17, None, None, 6]

[8, 9004, 9000, 25000]

[19, 25000, None, 12]

[14, 9002, None, 9001]

[14, 9003, None, 9002]

[11, 9001, 9002, 17001]

[14, 17001, None, 9003]

[17, None, None, 9]

[11, 9004, 33001, 17000]

[14, 17000, None, 9004]

[17, None, None, 6]

[8, 9004, 9000, 25000]

[19, 25000, None, 12]

[14, 9002, None, 9001]

[14, 9003, None, 9002]

[11, 9001, 9002, 17001]

[14, 17001, None, 9003]

[17, None, None, 9]

[11, 9004, 33001, 17000]

[14, 17000, None, 9004]

[17, None, None, 6]

[8, 9004, 9000, 25000]

[19, 25000, None, 12]

[18, 25000, None, 17]

[14, 9001, None, 1000]

[20, None, None, None]

[14, 1000, None, 17000]

[22, 17000, None, 9000]

[22, 33004, None, 9001]

[23, 'suma', None, None]

[11, 9000, 9001, 17000]

[14, 17000, None, 1002]

[20, None, None, None]

[14, 1002, None, 17001]

[16, 17001, None, None]
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[21, 'fibRecursion', None, None]

[22, 33003, None, 9000]

[23, 'fibRecursion', None, None]

[5, 9000, 33001, 25000]

[5, 9000, 33000, 25001]

[4, 25000, 25001, 25002]

[18, 25002, None, 26]

[21, 'fibRecursion', None, None]

[12, 9000, 33001, 17000]

[22, 17000, None, 9000]

[23, 'fibRecursion', None, None]

[5, 9000, 33001, 25000]

[5, 9000, 33000, 25001]

[4, 25000, 25001, 25002]

[18, 25002, None, 26]

[21, 'fibRecursion', None, None]

[12, 9000, 33001, 17000]

[22, 17000, None, 9000]

[23, 'fibRecursion', None, None]

[5, 9000, 33001, 25000]

[5, 9000, 33000, 25001]

[4, 25000, 25001, 25002]

[18, 25002, None, 26]

[21, 'fibRecursion', None, None]

[12, 9000, 33001, 17000]

[22, 17000, None, 9000]

[23, 'fibRecursion', None, None]

[5, 9000, 33001, 25000]

[5, 9000, 33000, 25001]

[4, 25000, 25001, 25002]

[18, 25002, None, 26]

[21, 'fibRecursion', None, None]

[12, 9000, 33001, 17000]

[22, 17000, None, 9000]

[23, 'fibRecursion', None, None]

[5, 9000, 33001, 25000]

[5, 9000, 33000, 25001]

[4, 25000, 25001, 25002]

[18, 25002, None, 26]

[14, 9000, None, 1001]

[20, None, None, None]

[14, 1001, None, 17001]

[21, 'fibRecursion', None, None]

[12, 9000, 33002, 17002]

[22, 17002, None, 9000]

[23, 'fibRecursion', None, None]

[5, 9000, 33001, 25000]

[5, 9000, 33000, 25001]

[4, 25000, 25001, 25002]

[18, 25002, None, 26]

[14, 9000, None, 1001]

[20, None, None, None]

[14, 1001, None, 17003]

[11, 17001, 17003, 17004]

[14, 17004, None, 1001]

[20, None, None, None]

[14, 1001, None, 17001]

[21, 'fibRecursion', None, None]

[12, 9000, 33002, 17002]

[22, 17002, None, 9000]

[23, 'fibRecursion', None, None]

[5, 9000, 33001, 25000]

[5, 9000, 33000, 25001]

[4, 25000, 25001, 25002]

[18, 25002, None, 26]

[14, 9000, None, 1001]

[20, None, None, None]

[14, 1001, None, 17003]

[11, 17001, 17003, 17004]

[14, 17004, None, 1001]

[20, None, None, None]

[14, 1001, None, 17001]

[21, 'fibRecursion', None, None]

[12, 9000, 33002, 17002]

[22, 17002, None, 9000]

[23, 'fibRecursion', None, None]

[5, 9000, 33001, 25000]

[5, 9000, 33000, 25001]

[4, 25000, 25001, 25002]

[18, 25002, None, 26]

[21, 'fibRecursion', None, None]

[12, 9000, 33001, 17000]

[22, 17000, None, 9000]

[23, 'fibRecursion', None, None]

[5, 9000, 33001, 25000]

[5, 9000, 33000, 25001]

[4, 25000, 25001, 25002]

[18, 25002, None, 26]

[14, 9000, None, 1001]

[20, None, None, None]

[14, 1001, None, 17001]

[21, 'fibRecursion', None, None]

[12, 9000, 33002, 17002]

[22, 17002, None, 9000]

[23, 'fibRecursion', None, None]

[5, 9000, 33001, 25000]

[5, 9000, 33000, 25001]

[4, 25000, 25001, 25002]

[18, 25002, None, 26]

[14, 9000, None, 1001]

[20, None, None, None]

[14, 1001, None, 17003]

[11, 17001, 17003, 17004]

[14, 17004, None, 1001]

[20, None, None, None]

[14, 1001, None, 17003]

[11, 17001, 17003, 17004]

[14, 17004, None, 1001]

[20, None, None, None]

[14, 1001, None, 17001]

[21, 'fibRecursion', None, None]

[12, 9000, 33002, 17002]

[22, 17002, None, 9000]

[23, 'fibRecursion', None, None]

[5, 9000, 33001, 25000]

[5, 9000, 33000, 25001]

[4, 25000, 25001, 25002]

[18, 25002, None, 26]

[21, 'fibRecursion', None, None]

[12, 9000, 33001, 17000]

[22, 17000, None, 9000]

[23, 'fibRecursion', None, None]

[5, 9000, 33001, 25000]

[5, 9000, 33000, 25001]

[4, 25000, 25001, 25002]

[18, 25002, None, 26]

[21, 'fibRecursion', None, None]

[12, 9000, 33001, 17000]

[22, 17000, None, 9000]

[23, 'fibRecursion', None, None]

[5, 9000, 33001, 25000]

[5, 9000, 33000, 25001]

[4, 25000, 25001, 25002]

[18, 25002, None, 26]

[14, 9000, None, 1001]

[20, None, None, None]

[14, 1001, None, 17001]

[21, 'fibRecursion', None, None]

[12, 9000, 33002, 17002]

[22, 17002, None, 9000]

[23, 'fibRecursion', None, None]

[5, 9000, 33001, 25000]

[5, 9000, 33000, 25001]

[4, 25000, 25001, 25002]

[18, 25002, None, 26]

[14, 9000, None, 1001]

[20, None, None, None]

[14, 1001, None, 17003]

[11, 17001, 17003, 17004]

[14, 17004, None, 1001]

[20, None, None, None]

[14, 1001, None, 17001]

[21, 'fibRecursion', None, None]

[12, 9000, 33002, 17002]

[22, 17002, None, 9000]

[23, 'fibRecursion', None, None]

[5, 9000, 33001, 25000]

[5, 9000, 33000, 25001]

[4, 25000, 25001, 25002]

[18, 25002, None, 26]

[14, 9000, None, 1001]

[20, None, None, None]

[14, 1001, None, 17003]

[11, 17001, 17003, 17004]

[14, 17004, None, 1001]

[20, None, None, None]

[14, 1001, None, 17003]

[11, 17001, 17003, 17004]

[14, 17004, None, 1001]

[20, None, None, None]

[14, 1001, None, 17002]

[16, 17002, None, None]
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[21, 'fibRecursion', None, None]

[22, 33003, None, 9000]

[23, 'fibRecursion', None, None]

[5, 9000, 33001, 25000]

[5, 9000, 33000, 25001]

[4, 25000, 25001, 25002]

[18, 25002, None, 26]

[21, 'fibRecursion', None, None]

[12, 9000, 33001, 17000]

[22, 17000, None, 9000]

[23, 'fibRecursion', None, None]

[5, 9000, 33001, 25000]

[5, 9000, 33000, 25001]

[4, 25000, 25001, 25002]

[18, 25002, None, 26]

[21, 'fibRecursion', None, None]

[12, 9000, 33001, 17000]

[22, 17000, None, 9000]

[23, 'fibRecursion', None, None]

[5, 9000, 33001, 25000]

[5, 9000, 33000, 25001]

[4, 25000, 25001, 25002]

[18, 25002, None, 26]

[21, 'fibRecursion', None, None]

[12, 9000, 33001, 17000]

[22, 17000, None, 9000]

[23, 'fibRecursion', None, None]

[5, 9000, 33001, 25000]

[5, 9000, 33000, 25001]

[4, 25000, 25001, 25002]

[18, 25002, None, 26]

[21, 'fibRecursion', None, None]

[12, 9000, 33001, 17000]

[22, 17000, None, 9000]

[23, 'fibRecursion', None, None]

[5, 9000, 33001, 25000]

[5, 9000, 33000, 25001]

[4, 25000, 25001, 25002]

[18, 25002, None, 26]

[14, 9000, None, 1001]

[20, None, None, None]

[14, 1001, None, 17001]

[21, 'fibRecursion', None, None]

[12, 9000, 33002, 17002]

[22, 17002, None, 9000]

[23, 'fibRecursion', None, None]

[5, 9000, 33001, 25000]

[5, 9000, 33000, 25001]

[4, 25000, 25001, 25002]

[18, 25002, None, 26]

[14, 9000, None, 1001]

[20, None, None, None]

[14, 1001, None, 17003]

[11, 17001, 17003, 17004]

[14, 17004, None, 1001]

[20, None, None, None]

[14, 1001, None, 17001]

[21, 'fibRecursion', None, None]

[12, 9000, 33002, 17002]

[22, 17002, None, 9000]

[23, 'fibRecursion', None, None]

[5, 9000, 33001, 25000]

[5, 9000, 33000, 25001]

[4, 25000, 25001, 25002]

[18, 25002, None, 26]

[14, 9000, None, 1001]

[20, None, None, None]

[14, 1001, None, 17003]

[11, 17001, 17003, 17004]

[14, 17004, None, 1001]

[20, None, None, None]

[14, 1001, None, 17001]

[21, 'fibRecursion', None, None]

[12, 9000, 33002, 17002]

[22, 17002, None, 9000]

[23, 'fibRecursion', None, None]

[5, 9000, 33001, 25000]

[5, 9000, 33000, 25001]

[4, 25000, 25001, 25002]

[18, 25002, None, 26]

[21, 'fibRecursion', None, None]

[12, 9000, 33001, 17000]

[22, 17000, None, 9000]

[23, 'fibRecursion', None, None]

[5, 9000, 33001, 25000]

[5, 9000, 33000, 25001]

[4, 25000, 25001, 25002]

[18, 25002, None, 26]

[14, 9000, None, 1001]

[20, None, None, None]

[14, 1001, None, 17001]

[21, 'fibRecursion', None, None]

[12, 9000, 33002, 17002]

[22, 17002, None, 9000]

[23, 'fibRecursion', None, None]

[5, 9000, 33001, 25000]

[5, 9000, 33000, 25001]

[4, 25000, 25001, 25002]

[18, 25002, None, 26]

[14, 9000, None, 1001]

[20, None, None, None]

[14, 1001, None, 17003]

[11, 17001, 17003, 17004]

[14, 17004, None, 1001]

[20, None, None, None]

[14, 1001, None, 17003]

[11, 17001, 17003, 17004]

[14, 17004, None, 1001]

[20, None, None, None]

[14, 1001, None, 17001]

[21, 'fibRecursion', None, None]

[12, 9000, 33002, 17002]

[22, 17002, None, 9000]

[23, 'fibRecursion', None, None]

[5, 9000, 33001, 25000]

[5, 9000, 33000, 25001]

[4, 25000, 25001, 25002]

[18, 25002, None, 26]

[21, 'fibRecursion', None, None]

[12, 9000, 33001, 17000]

[22, 17000, None, 9000]

[23, 'fibRecursion', None, None]

[5, 9000, 33001, 25000]

[5, 9000, 33000, 25001]

[4, 25000, 25001, 25002]

[18, 25002, None, 26]

[21, 'fibRecursion', None, None]

[12, 9000, 33001, 17000]

[22, 17000, None, 9000]

[23, 'fibRecursion', None, None]

[5, 9000, 33001, 25000]

[5, 9000, 33000, 25001]

[4, 25000, 25001, 25002]

[18, 25002, None, 26]

[14, 9000, None, 1001]

[20, None, None, None]

[14, 1001, None, 17001]

[21, 'fibRecursion', None, None]

[12, 9000, 33002, 17002]

[22, 17002, None, 9000]

[23, 'fibRecursion', None, None]

[5, 9000, 33001, 25000]

[5, 9000, 33000, 25001]

[4, 25000, 25001, 25002]

[18, 25002, None, 26]

[14, 9000, None, 1001]

[20, None, None, None]

[14, 1001, None, 17003]

[11, 17001, 17003, 17004]

[14, 17004, None, 1001]

[20, None, None, None]

[14, 1001, None, 17001]

[21, 'fibRecursion', None, None]

[12, 9000, 33002, 17002]

[22, 17002, None, 9000]

[23, 'fibRecursion', None, None]

[5, 9000, 33001, 25000]

[5, 9000, 33000, 25001]

[4, 25000, 25001, 25002]

[18, 25002, None, 26]

[14, 9000, None, 1001]

[20, None, None, None]

[14, 1001, None, 17003]

[11, 17001, 17003, 17004]

[14, 17004, None, 1001]

[20, None, None, None]

[14, 1001, None, 17003]

[11, 17001, 17003, 17004]

[14, 17004, None, 1001]

[20, None, None, None]

[14, 1001, None, 17003]

[14, 17003, None, 3000]

[16, 3000, None, None]
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## Factoriales

Blockly

Falta por hacer

Archivo de texto

FUNC INT factorialRecur(INT number)

VAR temp : INT;

{

IF(number <= 1){

RETURN (1);

};

temp = number \* CALL factorialRecur(number - 1);;

RETURN (temp);

}

FUNC INT factorialIter(INT number)

VAR temp : INT;

VAR i : INT;

{

FOR (i = 0; i <= number; i= i + 1;){

IF (i == 0){

temp = 1;

}

ELSE{

temp = temp \* i;

};

};

RETURN (temp);

}

CANCION(90)

VAR number : INT;

{

number = 7;

PRINT CALL factorialRecur(number);;

PRINT CALL factorialIter(number);;

}

Impresion en Terminal

{ 1: [17, None, None, 33],

2: [10, 9000, 33000, 25000],

3: [18, 25000, None, 6],

4: [14, 33000, None, 1000],

5: [20, None, None, None],

6: [21, 'factorialRecur', None, None],

7: [12, 9000, 33000, 17000],

8: [22, 17000, None, 9000],

9: [23, 'factorialRecur', None, None],

10: [14, 1000, None, 17001],

11: [1, 9000, 17001, 17002],

12: [14, 17002, None, 9001],

13: [14, 9001, None, 1000],

14: [20, None, None, None],

15: [20, None, None, None],

16: [14, 33001, None, 9002],

17: [10, 9002, 9000, 25000],

18: [19, 25000, None, 23],

19: [18, 25000, None, 30],

20: [11, 9002, 33000, 17000],

21: [14, 17000, None, 9002],

22: [17, None, None, 17],

23: [5, 9002, 33001, 25001],

24: [18, 25001, None, 27],

25: [14, 33000, None, 9001],

26: [17, None, None, 29],

27: [1, 9001, 9002, 17001],

28: [14, 17001, None, 9001],

29: [17, None, None, 20],

30: [14, 9001, None, 1001],

31: [20, None, None, None],

32: [20, None, None, None],

33: [14, 33002, None, 9000],

34: [21, 'factorialRecur', None, None],

35: [22, 9000, None, 9000],

36: [23, 'factorialRecur', None, None],

37: [14, 1000, None, 17000],

38: [16, 17000, None, None],

39: [21, 'factorialIter', None, None],

40: [22, 9000, None, 9000],

41: [23, 'factorialIter', None, None],

42: [14, 1001, None, 17001],

43: [16, 17001, None, None]}

[]

[]

[]

deque([])

comienza maquina virtual

{0: 33001, 1: 33000, 7: 33002}

[17, None, None, 33]

[14, 33002, None, 9000]

[21, 'factorialRecur', None, None]

[22, 9000, None, 9000]

[23, 'factorialRecur', None, None]

[10, 9000, 33000, 25000]

[18, 25000, None, 6]

[21, 'factorialRecur', None, None]

[12, 9000, 33000, 17000]

[22, 17000, None, 9000]

[23, 'factorialRecur', None, None]

[10, 9000, 33000, 25000]

[18, 25000, None, 6]

[21, 'factorialRecur', None, None]

[12, 9000, 33000, 17000]

[22, 17000, None, 9000]

[23, 'factorialRecur', None, None]

[10, 9000, 33000, 25000]

[18, 25000, None, 6]

[21, 'factorialRecur', None, None]

[12, 9000, 33000, 17000]

[22, 17000, None, 9000]

[23, 'factorialRecur', None, None]

[10, 9000, 33000, 25000]

[18, 25000, None, 6]

[21, 'factorialRecur', None, None]

[12, 9000, 33000, 17000]

[22, 17000, None, 9000]

[23, 'factorialRecur', None, None]

[10, 9000, 33000, 25000]

[18, 25000, None, 6]

[21, 'factorialRecur', None, None]

[12, 9000, 33000, 17000]

[22, 17000, None, 9000]

[23, 'factorialRecur', None, None]

[10, 9000, 33000, 25000]

[18, 25000, None, 6]

[21, 'factorialRecur', None, None]

[12, 9000, 33000, 17000]

[22, 17000, None, 9000]

[23, 'factorialRecur', None, None]

[10, 9000, 33000, 25000]

[18, 25000, None, 6]

[14, 33000, None, 1000]

[20, None, None, None]

[14, 1000, None, 17001]

[1, 9000, 17001, 17002]

[14, 17002, None, 9001]

[14, 9001, None, 1000]

[20, None, None, None]

[14, 1000, None, 17001]

[1, 9000, 17001, 17002]

[14, 17002, None, 9001]

[14, 9001, None, 1000]

[20, None, None, None]

[14, 1000, None, 17001]

[1, 9000, 17001, 17002]

[14, 17002, None, 9001]

[14, 9001, None, 1000]

[20, None, None, None]

[14, 1000, None, 17001]

[1, 9000, 17001, 17002]

[14, 17002, None, 9001]

[14, 9001, None, 1000]

[20, None, None, None]

[14, 1000, None, 17001]

[1, 9000, 17001, 17002]

[14, 17002, None, 9001]

[14, 9001, None, 1000]

[20, None, None, None]

[14, 1000, None, 17001]

[1, 9000, 17001, 17002]

[14, 17002, None, 9001]

[14, 9001, None, 1000]

[20, None, None, None]

[14, 1000, None, 17000]

[16, 17000, None, None]
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[21, 'factorialIter', None, None]

[22, 9000, None, 9000]

[23, 'factorialIter', None, None]

[14, 33001, None, 9002]

[10, 9002, 9000, 25000]

[19, 25000, None, 23]

[5, 9002, 33001, 25001]

[18, 25001, None, 27]

[14, 33000, None, 9001]

[17, None, None, 29]

[17, None, None, 20]

[11, 9002, 33000, 17000]

[14, 17000, None, 9002]

[17, None, None, 17]

[10, 9002, 9000, 25000]

[19, 25000, None, 23]

[5, 9002, 33001, 25001]

[18, 25001, None, 27]

[1, 9001, 9002, 17001]

[14, 17001, None, 9001]

[17, None, None, 20]

[11, 9002, 33000, 17000]

[14, 17000, None, 9002]

[17, None, None, 17]

[10, 9002, 9000, 25000]

[19, 25000, None, 23]

[5, 9002, 33001, 25001]

[18, 25001, None, 27]

[1, 9001, 9002, 17001]

[14, 17001, None, 9001]

[17, None, None, 20]

[11, 9002, 33000, 17000]

[14, 17000, None, 9002]

[17, None, None, 17]

[10, 9002, 9000, 25000]

[19, 25000, None, 23]

[5, 9002, 33001, 25001]

[18, 25001, None, 27]

[1, 9001, 9002, 17001]

[14, 17001, None, 9001]

[17, None, None, 20]

[11, 9002, 33000, 17000]

[14, 17000, None, 9002]

[17, None, None, 17]

[10, 9002, 9000, 25000]

[19, 25000, None, 23]

[5, 9002, 33001, 25001]

[18, 25001, None, 27]

[1, 9001, 9002, 17001]

[14, 17001, None, 9001]

[17, None, None, 20]

[11, 9002, 33000, 17000]

[14, 17000, None, 9002]

[17, None, None, 17]

[10, 9002, 9000, 25000]

[19, 25000, None, 23]

[5, 9002, 33001, 25001]

[18, 25001, None, 27]

[1, 9001, 9002, 17001]

[14, 17001, None, 9001]

[17, None, None, 20]

[11, 9002, 33000, 17000]

[14, 17000, None, 9002]

[17, None, None, 17]

[10, 9002, 9000, 25000]

[19, 25000, None, 23]

[5, 9002, 33001, 25001]

[18, 25001, None, 27]

[1, 9001, 9002, 17001]

[14, 17001, None, 9001]

[17, None, None, 20]

[11, 9002, 33000, 17000]

[14, 17000, None, 9002]

[17, None, None, 17]

[10, 9002, 9000, 25000]

[19, 25000, None, 23]

[5, 9002, 33001, 25001]

[18, 25001, None, 27]

[1, 9001, 9002, 17001]

[14, 17001, None, 9001]

[17, None, None, 20]

[11, 9002, 33000, 17000]

[14, 17000, None, 9002]

[17, None, None, 17]

[10, 9002, 9000, 25000]

[19, 25000, None, 23]

[18, 25000, None, 30]

[14, 9001, None, 1001]

[20, None, None, None]

[14, 1001, None, 17001]

[16, 17001, None, None]
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## Listas

Blockly

Falta por hacer

Archivo de texto

VAR a : FLOAT LIST(10);

FUNC VOID BubbleSort (INT length)

VAR i : INT;

VAR j : INT;

VAR temp : FLOAT;

{

FOR (i = 0; i < length; i=i+1;)

{

FOR (j = 0; j < length - 1; j = j+1;)

{

IF (a[j + 1] < a[j])

{

temp = a[j];

a[j] = a[j + 1];

a[j + 1] = temp;

};

};

};

}

FUNC INT Find (FLOAT dato, INT length)

VAR i : INT;

{

FOR (i = 0; i < length; i=i+1;)

{

IF (a[i] == dato)

{

RETURN (i);

};

};

RETURN (-1);

}

CANCION(200)

VAR cant : INT;

VAR i : INT;

{

cant = 5;

FOR(i = 0; i < cant;i = i+1;){

a[i] = 10 - i;

};

PRINT "antes del sort";

FOR(i = 0; i < cant;i = i+1;){

PRINT a[i];

};

CALL BubbleSort(cant);

PRINT "despues del sort";

FOR(i = 0; i < cant;i = i+1;){

PRINT a[i];

};

PRINT "Find del 7:";

PRINT CALL Find(7,cant);;

}

Impresión en terminal:

{ 1: [17, None, None, 58],

2: [14, 33000, None, 9001],

3: [8, 9001, 9000, 25000],

4: [19, 25000, None, 9],

5: [18, 25000, None, 39],

6: [11, 9001, 33001, 17000],

7: [14, 17000, None, 9001],

8: [17, None, None, 3],

9: [14, 33000, None, 9002],

10: [12, 9000, 33001, 17001],

11: [8, 9002, 17001, 25001],

12: [19, 25001, None, 17],

13: [18, 25001, None, 38],

14: [11, 9002, 33001, 17002],

15: [14, 17002, None, 9002],

16: [17, None, None, 10],

17: [11, 9002, 33001, 17003],

18: [24, 17003, 0, 9],

19: [11, 17003, 33002, 17004],

20: [24, 9002, 0, 9],

21: [11, 9002, 33002, 17005],

22: [8, '(17004)', '(17005)', 25002],

23: [18, 25002, None, 37],

24: [24, 9002, 0, 9],

25: [11, 9002, 33002, 17006],

26: [14, '(17006)', None, 11000],

27: [24, 9002, 0, 9],

28: [11, 9002, 33002, 17007],

29: [11, 9002, 33001, 17008],

30: [24, 17008, 0, 9],

31: [11, 17008, 33002, 17009],

32: [14, '(17009)', None, '(17007)'],

33: [11, 9002, 33001, 17010],

34: [24, 17010, 0, 9],

35: [11, 17010, 33002, 17011],

36: [14, 11000, None, '(17011)'],

37: [17, None, None, 14],

38: [17, None, None, 6],

39: [20, None, None, None],

40: [14, 33000, None, 9001],

41: [8, 9001, 9000, 25000],

42: [19, 25000, None, 47],

43: [18, 25000, None, 54],

44: [11, 9001, 33001, 17000],

45: [14, 17000, None, 9001],

46: [17, None, None, 41],

47: [24, 9001, 0, 9],

48: [11, 9001, 33002, 17001],

49: [5, '(17001)', 11000, 25001],

50: [18, 25001, None, 53],

51: [14, 9001, None, 1000],

52: [20, None, None, None],

53: [17, None, None, 44],

54: [25, 33001, None, 17002],

55: [14, 17002, None, 1000],

56: [20, None, None, None],

57: [20, None, None, None],

58: [14, 33003, None, 9000],

59: [14, 33000, None, 9001],

60: [8, 9001, 9000, 25000],

61: [19, 25000, None, 66],

62: [18, 25000, None, 71],

63: [11, 9001, 33001, 17000],

64: [14, 17000, None, 9001],

65: [17, None, None, 60],

66: [24, 9001, 0, 9],

67: [11, 9001, 33002, 17001],

68: [12, 33004, 9001, 17002],

69: [14, 17002, None, '(17001)'],

70: [17, None, None, 63],

71: [16, 45000, None, None],

72: [14, 33000, None, 9001],

73: [8, 9001, 9000, 25001],

74: [19, 25001, None, 79],

75: [18, 25001, None, 83],

76: [11, 9001, 33001, 17003],

77: [14, 17003, None, 9001],

78: [17, None, None, 73],

79: [24, 9001, 0, 9],

80: [11, 9001, 33002, 17004],

81: [16, '(17004)', None, None],

82: [17, None, None, 76],

83: [21, 'BubbleSort', None, None],

84: [22, 9000, None, 9000],

85: [23, 'BubbleSort', None, None],

86: [16, 45001, None, None],

87: [14, 33000, None, 9001],

88: [8, 9001, 9000, 25002],

89: [19, 25002, None, 94],

90: [18, 25002, None, 98],

91: [11, 9001, 33001, 17005],

92: [14, 17005, None, 9001],

93: [17, None, None, 88],

94: [24, 9001, 0, 9],

95: [11, 9001, 33002, 17006],

96: [16, '(17006)', None, None],

97: [17, None, None, 91],

98: [16, 45002, None, None],

99: [21, 'Find', None, None],

100: [22, 33005, None, 11000],

101: [22, 9000, None, 9000],

102: [23, 'Find', None, None],

103: [14, 1000, None, 17007],

104: [16, 17007, None, None]}

[]

[]

[]

deque([])

comienza maquina virtual

{0: 33000, 1: 33001, 5: 33003, 7: 33005, '"despues del sort"': 45001, 10: 33004, '"antes del sort"': 45000, '"Find del 7:"': 45002, 3000: 33002}

[17, None, None, 58]

[14, 33003, None, 9000]

[14, 33000, None, 9001]

[8, 9001, 9000, 25000]

[19, 25000, None, 66]

[24, 9001, 0, 9]

[11, 9001, 33002, 17001]

[12, 33004, 9001, 17002]

[14, 17002, None, '(17001)']

[17, None, None, 63]

[11, 9001, 33001, 17000]

[14, 17000, None, 9001]

[17, None, None, 60]

[8, 9001, 9000, 25000]

[19, 25000, None, 66]

[24, 9001, 0, 9]

[11, 9001, 33002, 17001]

[12, 33004, 9001, 17002]

[14, 17002, None, '(17001)']

[17, None, None, 63]

[11, 9001, 33001, 17000]

[14, 17000, None, 9001]

[17, None, None, 60]

[8, 9001, 9000, 25000]

[19, 25000, None, 66]

[24, 9001, 0, 9]

[11, 9001, 33002, 17001]

[12, 33004, 9001, 17002]

[14, 17002, None, '(17001)']

[17, None, None, 63]

[11, 9001, 33001, 17000]

[14, 17000, None, 9001]

[17, None, None, 60]

[8, 9001, 9000, 25000]

[19, 25000, None, 66]

[24, 9001, 0, 9]

[11, 9001, 33002, 17001]

[12, 33004, 9001, 17002]

[14, 17002, None, '(17001)']

[17, None, None, 63]

[11, 9001, 33001, 17000]

[14, 17000, None, 9001]

[17, None, None, 60]

[8, 9001, 9000, 25000]

[19, 25000, None, 66]

[24, 9001, 0, 9]

[11, 9001, 33002, 17001]

[12, 33004, 9001, 17002]

[14, 17002, None, '(17001)']

[17, None, None, 63]

[11, 9001, 33001, 17000]

[14, 17000, None, 9001]

[17, None, None, 60]

[8, 9001, 9000, 25000]

[19, 25000, None, 66]

[18, 25000, None, 71]

[16, 45000, None, None]

"antes del sort"

[14, 33000, None, 9001]

[8, 9001, 9000, 25001]

[19, 25001, None, 79]

[24, 9001, 0, 9]

[11, 9001, 33002, 17004]

[16, '(17004)', None, None]
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[17, None, None, 76]

[11, 9001, 33001, 17003]

[14, 17003, None, 9001]

[17, None, None, 73]

[8, 9001, 9000, 25001]

[19, 25001, None, 79]

[24, 9001, 0, 9]

[11, 9001, 33002, 17004]

[16, '(17004)', None, None]
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[17, None, None, 76]

[11, 9001, 33001, 17003]

[14, 17003, None, 9001]

[17, None, None, 73]

[8, 9001, 9000, 25001]

[19, 25001, None, 79]

[24, 9001, 0, 9]

[11, 9001, 33002, 17004]

[16, '(17004)', None, None]
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[17, None, None, 76]

[11, 9001, 33001, 17003]

[14, 17003, None, 9001]

[17, None, None, 73]

[8, 9001, 9000, 25001]

[19, 25001, None, 79]

[24, 9001, 0, 9]

[11, 9001, 33002, 17004]

[16, '(17004)', None, None]
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[17, None, None, 76]

[11, 9001, 33001, 17003]

[14, 17003, None, 9001]

[17, None, None, 73]

[8, 9001, 9000, 25001]

[19, 25001, None, 79]

[24, 9001, 0, 9]

[11, 9001, 33002, 17004]

[16, '(17004)', None, None]
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[17, None, None, 76]

[11, 9001, 33001, 17003]

[14, 17003, None, 9001]

[17, None, None, 73]

[8, 9001, 9000, 25001]

[19, 25001, None, 79]

[18, 25001, None, 83]

[21, 'BubbleSort', None, None]

[22, 9000, None, 9000]

[23, 'BubbleSort', None, None]

[14, 33000, None, 9001]

[8, 9001, 9000, 25000]

[19, 25000, None, 9]

[14, 33000, None, 9002]

[12, 9000, 33001, 17001]

[8, 9002, 17001, 25001]

[19, 25001, None, 17]

[11, 9002, 33001, 17003]

[24, 17003, 0, 9]

[11, 17003, 33002, 17004]

[24, 9002, 0, 9]

[11, 9002, 33002, 17005]

[8, '(17004)', '(17005)', 25002]

[18, 25002, None, 37]

[24, 9002, 0, 9]

[11, 9002, 33002, 17006]

[14, '(17006)', None, 11000]

[24, 9002, 0, 9]

[11, 9002, 33002, 17007]

[11, 9002, 33001, 17008]

[24, 17008, 0, 9]

[11, 17008, 33002, 17009]

[14, '(17009)', None, '(17007)']

[11, 9002, 33001, 17010]

[24, 17010, 0, 9]

[11, 17010, 33002, 17011]

[14, 11000, None, '(17011)']

[17, None, None, 14]

[11, 9002, 33001, 17002]

[14, 17002, None, 9002]

[17, None, None, 10]

[12, 9000, 33001, 17001]

[8, 9002, 17001, 25001]

[19, 25001, None, 17]

[11, 9002, 33001, 17003]

[24, 17003, 0, 9]

[11, 17003, 33002, 17004]

[24, 9002, 0, 9]

[11, 9002, 33002, 17005]

[8, '(17004)', '(17005)', 25002]

[18, 25002, None, 37]

[24, 9002, 0, 9]

[11, 9002, 33002, 17006]

[14, '(17006)', None, 11000]

[24, 9002, 0, 9]

[11, 9002, 33002, 17007]

[11, 9002, 33001, 17008]

[24, 17008, 0, 9]

[11, 17008, 33002, 17009]

[14, '(17009)', None, '(17007)']

[11, 9002, 33001, 17010]

[24, 17010, 0, 9]

[11, 17010, 33002, 17011]

[14, 11000, None, '(17011)']

[17, None, None, 14]

[11, 9002, 33001, 17002]

[14, 17002, None, 9002]

[17, None, None, 10]

[12, 9000, 33001, 17001]

[8, 9002, 17001, 25001]

[19, 25001, None, 17]

[11, 9002, 33001, 17003]

[24, 17003, 0, 9]

[11, 17003, 33002, 17004]

[24, 9002, 0, 9]

[11, 9002, 33002, 17005]

[8, '(17004)', '(17005)', 25002]

[18, 25002, None, 37]

[24, 9002, 0, 9]

[11, 9002, 33002, 17006]

[14, '(17006)', None, 11000]

[24, 9002, 0, 9]

[11, 9002, 33002, 17007]

[11, 9002, 33001, 17008]

[24, 17008, 0, 9]

[11, 17008, 33002, 17009]

[14, '(17009)', None, '(17007)']

[11, 9002, 33001, 17010]

[24, 17010, 0, 9]

[11, 17010, 33002, 17011]

[14, 11000, None, '(17011)']

[17, None, None, 14]

[11, 9002, 33001, 17002]

[14, 17002, None, 9002]

[17, None, None, 10]

[12, 9000, 33001, 17001]

[8, 9002, 17001, 25001]

[19, 25001, None, 17]

[11, 9002, 33001, 17003]

[24, 17003, 0, 9]

[11, 17003, 33002, 17004]

[24, 9002, 0, 9]

[11, 9002, 33002, 17005]

[8, '(17004)', '(17005)', 25002]

[18, 25002, None, 37]

[24, 9002, 0, 9]

[11, 9002, 33002, 17006]

[14, '(17006)', None, 11000]

[24, 9002, 0, 9]

[11, 9002, 33002, 17007]

[11, 9002, 33001, 17008]

[24, 17008, 0, 9]

[11, 17008, 33002, 17009]

[14, '(17009)', None, '(17007)']

[11, 9002, 33001, 17010]

[24, 17010, 0, 9]

[11, 17010, 33002, 17011]

[14, 11000, None, '(17011)']

[17, None, None, 14]

[11, 9002, 33001, 17002]

[14, 17002, None, 9002]

[17, None, None, 10]

[12, 9000, 33001, 17001]

[8, 9002, 17001, 25001]

[19, 25001, None, 17]

[18, 25001, None, 38]

[17, None, None, 6]

[11, 9001, 33001, 17000]

[14, 17000, None, 9001]

[17, None, None, 3]

[8, 9001, 9000, 25000]

[19, 25000, None, 9]

[14, 33000, None, 9002]

[12, 9000, 33001, 17001]

[8, 9002, 17001, 25001]

[19, 25001, None, 17]

[11, 9002, 33001, 17003]

[24, 17003, 0, 9]

[11, 17003, 33002, 17004]

[24, 9002, 0, 9]

[11, 9002, 33002, 17005]

[8, '(17004)', '(17005)', 25002]

[18, 25002, None, 37]

[24, 9002, 0, 9]

[11, 9002, 33002, 17006]

[14, '(17006)', None, 11000]

[24, 9002, 0, 9]

[11, 9002, 33002, 17007]

[11, 9002, 33001, 17008]

[24, 17008, 0, 9]

[11, 17008, 33002, 17009]

[14, '(17009)', None, '(17007)']

[11, 9002, 33001, 17010]

[24, 17010, 0, 9]

[11, 17010, 33002, 17011]

[14, 11000, None, '(17011)']

[17, None, None, 14]

[11, 9002, 33001, 17002]

[14, 17002, None, 9002]

[17, None, None, 10]

[12, 9000, 33001, 17001]

[8, 9002, 17001, 25001]

[19, 25001, None, 17]

[11, 9002, 33001, 17003]

[24, 17003, 0, 9]

[11, 17003, 33002, 17004]

[24, 9002, 0, 9]

[11, 9002, 33002, 17005]

[8, '(17004)', '(17005)', 25002]

[18, 25002, None, 37]

[24, 9002, 0, 9]

[11, 9002, 33002, 17006]

[14, '(17006)', None, 11000]

[24, 9002, 0, 9]

[11, 9002, 33002, 17007]

[11, 9002, 33001, 17008]

[24, 17008, 0, 9]

[11, 17008, 33002, 17009]

[14, '(17009)', None, '(17007)']

[11, 9002, 33001, 17010]

[24, 17010, 0, 9]

[11, 17010, 33002, 17011]

[14, 11000, None, '(17011)']

[17, None, None, 14]

[11, 9002, 33001, 17002]

[14, 17002, None, 9002]

[17, None, None, 10]

[12, 9000, 33001, 17001]

[8, 9002, 17001, 25001]

[19, 25001, None, 17]

[11, 9002, 33001, 17003]

[24, 17003, 0, 9]

[11, 17003, 33002, 17004]

[24, 9002, 0, 9]

[11, 9002, 33002, 17005]

[8, '(17004)', '(17005)', 25002]

[18, 25002, None, 37]

[24, 9002, 0, 9]

[11, 9002, 33002, 17006]

[14, '(17006)', None, 11000]

[24, 9002, 0, 9]

[11, 9002, 33002, 17007]

[11, 9002, 33001, 17008]

[24, 17008, 0, 9]

[11, 17008, 33002, 17009]

[14, '(17009)', None, '(17007)']

[11, 9002, 33001, 17010]

[24, 17010, 0, 9]

[11, 17010, 33002, 17011]

[14, 11000, None, '(17011)']

[17, None, None, 14]

[11, 9002, 33001, 17002]

[14, 17002, None, 9002]

[17, None, None, 10]

[12, 9000, 33001, 17001]

[8, 9002, 17001, 25001]

[19, 25001, None, 17]

[11, 9002, 33001, 17003]

[24, 17003, 0, 9]

[11, 17003, 33002, 17004]

[24, 9002, 0, 9]

[11, 9002, 33002, 17005]

[8, '(17004)', '(17005)', 25002]

[18, 25002, None, 37]

[17, None, None, 14]

[11, 9002, 33001, 17002]

[14, 17002, None, 9002]

[17, None, None, 10]

[12, 9000, 33001, 17001]

[8, 9002, 17001, 25001]

[19, 25001, None, 17]

[18, 25001, None, 38]

[17, None, None, 6]

[11, 9001, 33001, 17000]

[14, 17000, None, 9001]

[17, None, None, 3]

[8, 9001, 9000, 25000]

[19, 25000, None, 9]

[14, 33000, None, 9002]

[12, 9000, 33001, 17001]

[8, 9002, 17001, 25001]

[19, 25001, None, 17]

[11, 9002, 33001, 17003]

[24, 17003, 0, 9]

[11, 17003, 33002, 17004]

[24, 9002, 0, 9]

[11, 9002, 33002, 17005]

[8, '(17004)', '(17005)', 25002]

[18, 25002, None, 37]

[24, 9002, 0, 9]

[11, 9002, 33002, 17006]

[14, '(17006)', None, 11000]

[24, 9002, 0, 9]

[11, 9002, 33002, 17007]

[11, 9002, 33001, 17008]

[24, 17008, 0, 9]

[11, 17008, 33002, 17009]

[14, '(17009)', None, '(17007)']

[11, 9002, 33001, 17010]

[24, 17010, 0, 9]

[11, 17010, 33002, 17011]

[14, 11000, None, '(17011)']

[17, None, None, 14]

[11, 9002, 33001, 17002]

[14, 17002, None, 9002]

[17, None, None, 10]

[12, 9000, 33001, 17001]

[8, 9002, 17001, 25001]

[19, 25001, None, 17]

[11, 9002, 33001, 17003]

[24, 17003, 0, 9]

[11, 17003, 33002, 17004]

[24, 9002, 0, 9]

[11, 9002, 33002, 17005]

[8, '(17004)', '(17005)', 25002]

[18, 25002, None, 37]

[24, 9002, 0, 9]

[11, 9002, 33002, 17006]

[14, '(17006)', None, 11000]

[24, 9002, 0, 9]

[11, 9002, 33002, 17007]

[11, 9002, 33001, 17008]

[24, 17008, 0, 9]

[11, 17008, 33002, 17009]

[14, '(17009)', None, '(17007)']

[11, 9002, 33001, 17010]

[24, 17010, 0, 9]

[11, 17010, 33002, 17011]

[14, 11000, None, '(17011)']

[17, None, None, 14]

[11, 9002, 33001, 17002]

[14, 17002, None, 9002]

[17, None, None, 10]

[12, 9000, 33001, 17001]

[8, 9002, 17001, 25001]

[19, 25001, None, 17]

[11, 9002, 33001, 17003]

[24, 17003, 0, 9]

[11, 17003, 33002, 17004]

[24, 9002, 0, 9]

[11, 9002, 33002, 17005]

[8, '(17004)', '(17005)', 25002]

[18, 25002, None, 37]

[17, None, None, 14]

[11, 9002, 33001, 17002]

[14, 17002, None, 9002]

[17, None, None, 10]

[12, 9000, 33001, 17001]

[8, 9002, 17001, 25001]

[19, 25001, None, 17]

[11, 9002, 33001, 17003]

[24, 17003, 0, 9]

[11, 17003, 33002, 17004]

[24, 9002, 0, 9]

[11, 9002, 33002, 17005]

[8, '(17004)', '(17005)', 25002]

[18, 25002, None, 37]

[17, None, None, 14]

[11, 9002, 33001, 17002]

[14, 17002, None, 9002]

[17, None, None, 10]

[12, 9000, 33001, 17001]

[8, 9002, 17001, 25001]

[19, 25001, None, 17]

[18, 25001, None, 38]

[17, None, None, 6]

[11, 9001, 33001, 17000]

[14, 17000, None, 9001]

[17, None, None, 3]

[8, 9001, 9000, 25000]

[19, 25000, None, 9]

[14, 33000, None, 9002]

[12, 9000, 33001, 17001]

[8, 9002, 17001, 25001]

[19, 25001, None, 17]

[11, 9002, 33001, 17003]

[24, 17003, 0, 9]

[11, 17003, 33002, 17004]

[24, 9002, 0, 9]

[11, 9002, 33002, 17005]

[8, '(17004)', '(17005)', 25002]

[18, 25002, None, 37]

[24, 9002, 0, 9]

[11, 9002, 33002, 17006]

[14, '(17006)', None, 11000]

[24, 9002, 0, 9]

[11, 9002, 33002, 17007]

[11, 9002, 33001, 17008]

[24, 17008, 0, 9]

[11, 17008, 33002, 17009]

[14, '(17009)', None, '(17007)']

[11, 9002, 33001, 17010]

[24, 17010, 0, 9]

[11, 17010, 33002, 17011]

[14, 11000, None, '(17011)']

[17, None, None, 14]

[11, 9002, 33001, 17002]

[14, 17002, None, 9002]

[17, None, None, 10]

[12, 9000, 33001, 17001]

[8, 9002, 17001, 25001]

[19, 25001, None, 17]

[11, 9002, 33001, 17003]

[24, 17003, 0, 9]

[11, 17003, 33002, 17004]

[24, 9002, 0, 9]

[11, 9002, 33002, 17005]

[8, '(17004)', '(17005)', 25002]

[18, 25002, None, 37]

[17, None, None, 14]

[11, 9002, 33001, 17002]

[14, 17002, None, 9002]

[17, None, None, 10]

[12, 9000, 33001, 17001]

[8, 9002, 17001, 25001]

[19, 25001, None, 17]

[11, 9002, 33001, 17003]

[24, 17003, 0, 9]

[11, 17003, 33002, 17004]

[24, 9002, 0, 9]

[11, 9002, 33002, 17005]

[8, '(17004)', '(17005)', 25002]

[18, 25002, None, 37]

[17, None, None, 14]

[11, 9002, 33001, 17002]

[14, 17002, None, 9002]

[17, None, None, 10]

[12, 9000, 33001, 17001]

[8, 9002, 17001, 25001]

[19, 25001, None, 17]

[11, 9002, 33001, 17003]

[24, 17003, 0, 9]

[11, 17003, 33002, 17004]

[24, 9002, 0, 9]

[11, 9002, 33002, 17005]

[8, '(17004)', '(17005)', 25002]

[18, 25002, None, 37]

[17, None, None, 14]

[11, 9002, 33001, 17002]

[14, 17002, None, 9002]

[17, None, None, 10]

[12, 9000, 33001, 17001]

[8, 9002, 17001, 25001]

[19, 25001, None, 17]

[18, 25001, None, 38]

[17, None, None, 6]

[11, 9001, 33001, 17000]

[14, 17000, None, 9001]

[17, None, None, 3]

[8, 9001, 9000, 25000]

[19, 25000, None, 9]

[14, 33000, None, 9002]

[12, 9000, 33001, 17001]

[8, 9002, 17001, 25001]

[19, 25001, None, 17]

[11, 9002, 33001, 17003]

[24, 17003, 0, 9]

[11, 17003, 33002, 17004]

[24, 9002, 0, 9]

[11, 9002, 33002, 17005]

[8, '(17004)', '(17005)', 25002]

[18, 25002, None, 37]

[17, None, None, 14]

[11, 9002, 33001, 17002]

[14, 17002, None, 9002]

[17, None, None, 10]

[12, 9000, 33001, 17001]

[8, 9002, 17001, 25001]

[19, 25001, None, 17]

[11, 9002, 33001, 17003]

[24, 17003, 0, 9]

[11, 17003, 33002, 17004]

[24, 9002, 0, 9]

[11, 9002, 33002, 17005]

[8, '(17004)', '(17005)', 25002]

[18, 25002, None, 37]

[17, None, None, 14]

[11, 9002, 33001, 17002]

[14, 17002, None, 9002]

[17, None, None, 10]

[12, 9000, 33001, 17001]

[8, 9002, 17001, 25001]

[19, 25001, None, 17]

[11, 9002, 33001, 17003]

[24, 17003, 0, 9]

[11, 17003, 33002, 17004]

[24, 9002, 0, 9]

[11, 9002, 33002, 17005]

[8, '(17004)', '(17005)', 25002]

[18, 25002, None, 37]

[17, None, None, 14]

[11, 9002, 33001, 17002]

[14, 17002, None, 9002]

[17, None, None, 10]

[12, 9000, 33001, 17001]

[8, 9002, 17001, 25001]

[19, 25001, None, 17]

[11, 9002, 33001, 17003]

[24, 17003, 0, 9]

[11, 17003, 33002, 17004]

[24, 9002, 0, 9]

[11, 9002, 33002, 17005]

[8, '(17004)', '(17005)', 25002]

[18, 25002, None, 37]

[17, None, None, 14]

[11, 9002, 33001, 17002]

[14, 17002, None, 9002]

[17, None, None, 10]

[12, 9000, 33001, 17001]

[8, 9002, 17001, 25001]

[19, 25001, None, 17]

[18, 25001, None, 38]

[17, None, None, 6]

[11, 9001, 33001, 17000]

[14, 17000, None, 9001]

[17, None, None, 3]

[8, 9001, 9000, 25000]

[19, 25000, None, 9]

[18, 25000, None, 39]

[20, None, None, None]

[16, 45001, None, None]

"despues del sort"

[14, 33000, None, 9001]

[8, 9001, 9000, 25002]

[19, 25002, None, 94]

[24, 9001, 0, 9]

[11, 9001, 33002, 17006]

[16, '(17006)', None, None]

6

[17, None, None, 91]

[11, 9001, 33001, 17005]

[14, 17005, None, 9001]

[17, None, None, 88]

[8, 9001, 9000, 25002]

[19, 25002, None, 94]

[24, 9001, 0, 9]

[11, 9001, 33002, 17006]

[16, '(17006)', None, None]

7

[17, None, None, 91]

[11, 9001, 33001, 17005]

[14, 17005, None, 9001]

[17, None, None, 88]

[8, 9001, 9000, 25002]

[19, 25002, None, 94]

[24, 9001, 0, 9]

[11, 9001, 33002, 17006]

[16, '(17006)', None, None]

8

[17, None, None, 91]

[11, 9001, 33001, 17005]

[14, 17005, None, 9001]

[17, None, None, 88]

[8, 9001, 9000, 25002]

[19, 25002, None, 94]

[24, 9001, 0, 9]

[11, 9001, 33002, 17006]

[16, '(17006)', None, None]

9

[17, None, None, 91]

[11, 9001, 33001, 17005]

[14, 17005, None, 9001]

[17, None, None, 88]

[8, 9001, 9000, 25002]

[19, 25002, None, 94]

[24, 9001, 0, 9]

[11, 9001, 33002, 17006]

[16, '(17006)', None, None]

10

[17, None, None, 91]

[11, 9001, 33001, 17005]

[14, 17005, None, 9001]

[17, None, None, 88]

[8, 9001, 9000, 25002]

[19, 25002, None, 94]

[18, 25002, None, 98]

[16, 45002, None, None]

"Find del 7:"

[21, 'Find', None, None]

[22, 33005, None, 11000]

[22, 9000, None, 9000]

[23, 'Find', None, None]

[14, 33000, None, 9001]

[8, 9001, 9000, 25000]

[19, 25000, None, 47]

[24, 9001, 0, 9]

[11, 9001, 33002, 17001]

[5, '(17001)', 11000, 25001]

[18, 25001, None, 53]

[17, None, None, 44]

[11, 9001, 33001, 17000]

[14, 17000, None, 9001]

[17, None, None, 41]

[8, 9001, 9000, 25000]

[19, 25000, None, 47]

[24, 9001, 0, 9]

[11, 9001, 33002, 17001]

[5, '(17001)', 11000, 25001]

[18, 25001, None, 53]

[14, 9001, None, 1000]

[20, None, None, None]

[14, 1000, None, 17007]

[16, 17007, None, None]

1

## Composición musical secuencial

Blockly

Falta por hacer

Archivo de Texto

Falta por hacer

Impresión en Terminal

Falta por hacer

## Composición musical cíclica

Blockly

Falta por hacer

Archivo de Texto

Falta por hacer

Impresión en Terminal

Falta por hacer

Listados Perfectamente Documentados

## Memoria

## clase de memoria la que se utiliza para pedir memoria

## cuando llamas a una nueva funcion, la global o la de

## cancion, nos ayuda a definir el tamano en variables

## del elemento y las casillas y los valores de ejecucion

## que agarra cada casilla, inicialmente arrancan en 0

class Memoria:

## unica funcion de la clase memoria en la que recibe la cantidad

## de variables por tipo y temporales por tipo y un booleano

## que dice si es global o no

def \_\_init\_\_(self, vi, vf, vb, vc, ti, tf, tb, tc, globalmem):

## contador que empieza en 0 para cada ciclo

aux = 0

## creamos los diccionarios para cada tipo de dato

self.ints = {}

self.floats = {}

self.bools = {}

self.chars = {}

## si es global los iniciales son distintos de los

## locales

if globalmem:

aux\_vi = 1000

aux\_vf = 3000

aux\_vb = 5000

aux\_vc = 7000

else:

aux\_vi = 9000

aux\_vf = 11000

aux\_vb = 13000

aux\_vc = 15000

## solo hay temporales locales por lo que no importa

## si es global o local

aux\_ti = 17000

aux\_tf = 21000

aux\_tb = 25000

aux\_tc = 29000

## hacemos las casillas para todas las variables

## enteras

while aux < vi:

## inicialmente las declaramos en 0

self.ints[aux\_vi]=0

## sumamos el numero de casilla

aux\_vi += 1

## sumamos el contador para el ciclo

aux += 1

## reiniciamos el contador de ciclo

aux = 0

## hacemos las casillas para todas las variables

## flotantes

while aux < vf:

## inicialmente las declaramos en 0.0

self.floats[aux\_vf]=0.0

## sumamos el numero de casilla

aux\_vf += 1

## sumamos el contador para el ciclo

aux += 1

## reiniciamos el contador del ciclo

aux = 0

## hacemos las casillas para todas las variables

## booleanas

while aux < vb:

## inicialmente las declaramos en True

self.bools[aux\_vb] = True

## sumamos el numero de casilla

aux\_vb += 1

## sumamos el contador para el ciclo

aux += 1

## reiniciamos el contador de ciclo

aux = 0

## hacemos las casillas para todas las variables

## char

while aux < vc:

## inicialmente las declaramos en ''

self.chars[aux\_vc] = ''

## sumamos el numero de casilla

aux\_vc += 1

## sumamos el contador para el ciclo

aux += 1

## reiniciamos el contador de ciclo

aux = 0

## hacemos las casillas para todas las temporales

## enteras

while aux < ti:

## inicialmente las declaramos en 0

self.ints[aux\_ti] = 0

## sumamos el numero de casilla

aux\_ti += 1

## sumamos el contador de ciclo

aux += 1

## reiniciamos el contador de ciclo

aux = 0

## hacemos las casillas para todas las temporales

## flotantes

while aux < tf:

## inicialmente las declaramos en 0.0

self.floats[aux\_tf] = 0.0

## sumamos el numero de casilla

aux\_tf += 1

## sumamos el contador de ciclo

aux += 1

## reiniciamos el contador de ciclo

aux = 0

## hacemos las casillas para todas las temporales

## booleanas

while aux < tb:

## inicialmente las declaramos en True

self.bools[aux\_tb] = True

## sumamos el numero de casilla

aux\_tb += 1

## sumamos el contador de ciclo

aux += 1

## reiniciamos el contador de ciclo

aux = 0

## hacemos las casillas para todas las temporales

## char

while aux < tc:

## inicialmente las declaramos en ''

self.chars[aux\_tc] = ''

## sumamos el numero de casilla

aux\_tc += 1

## sumamos el contador de ciclo

aux += 1

## Máquina Virtual

######################################

## maquina virtual ##

######################################

## aqui comienza la maquina virtual

print "comienza maquina virtual"

## imprimimos constantes

print ctes

## nos traemos las variables necesarias

global current\_cuad

global song

## indicamos que empezamos en el primer cuadruplo

current\_cuad = 1

## declaramos la memoria global con la clase memoria y su

## tamano de acuerdo a las variables que necesita

memoriaGlobal = memoria.Memoria(dir\_procs['global'][pos\_dics\_tam]['vi'], dir\_procs['global'][pos\_dics\_tam]['vf'], dir\_procs['global'][pos\_dics\_tam]['vb'], dir\_procs['global'][pos\_dics\_tam]['vc'], dir\_procs['global'][pos\_dics\_tam]['ti'], dir\_procs['global'][pos\_dics\_tam]['tf'], dir\_procs['global'][pos\_dics\_tam]['tb'], dir\_procs['global'][pos\_dics\_tam]['tc'], True)

## hacemos lo mismo pero con nuestra clase main que nunca se

## genera un era para ella porque siempre se ejecuta en automatico

memoriaActiva = memoria.Memoria(dir\_procs['CANCION'][pos\_dics\_tam]['vi'], dir\_procs['CANCION'][pos\_dics\_tam]['vf'], dir\_procs['CANCION'][pos\_dics\_tam]['vb'], dir\_procs['CANCION'][pos\_dics\_tam]['vc'], dir\_procs['CANCION'][pos\_dics\_tam]['ti'], dir\_procs['CANCION'][pos\_dics\_tam]['tf'], dir\_procs['CANCION'][pos\_dics\_tam]['tb'], dir\_procs['CANCION'][pos\_dics\_tam]['tc'], False)

## declaramos la memoria Dormida vacia

memoriaDormida = []

## mientras que el cuadruplo en el que vamos sea

## menor que la cantidad de parametros seguimos mandando a

## llamar la funcion que lee cada cuadruplo

while current\_cuad < contCuad:

func\_maq\_virtual()

## nos traemos la libreria para hacer musica

import pysynth

## declaramos que existe antes

existe = True

## nos traemos la libreria que nos deja cambier el beat

from pysynth\_b import \*

## revisamos si utilizo plays el usuario

try:

song

except NameError:

## si arroja la excepcion significa que no se utilizo

## ningun play entonces no hay musica

existe = False

## si ya existe simplemente hacemos el wav correspondiente y

## lo guardamos en el archivo song.wav en el directorio de

## del ejecutable, se hace play con el beat que se declaro

## en la funcion Cancion

if existe:

make\_wav(song, fn = "song.wav", leg\_stac = .7, bpm = dir\_procs['CANCION'][5])

## Reconocimiento de apuntador en máquina virtual

## sacamos el operando izquierdo

opdoIzq = cuadruplos[current\_cuad][1]

## revisamos si es un apuntador porque tiene los parentesis

if isinstance(opdoIzq,basestring) and opdoIzq[0] == '(' and opdoIzq[-1]==')':

## en caso de que lo sea le hacemos un trim al string y lo

## convertimos en int

opdoIzq = int(opdoIzq[1:-1])

## y del apuntador sacamos el valor correspondiente dentro de la

## memoria, recorriendo cada uno de los rangos para saber de que

## parte sacarlo y luego ya sacamos el operando con su valor

if opdoIzq >= var\_glob\_int\_inicio and opdoIzq < var\_glob\_float\_inicio:

opdoIzq = memoriaGlobal.ints[opdoIzq]

elif opdoIzq >= var\_glob\_float\_inicio and opdoIzq < var\_glob\_bool\_inicio:

opdoIzq = memoriaGlobal.floats[opdoIzq]

elif opdoIzq >= var\_glob\_bool\_inicio and opdoIzq < var\_glob\_char\_inicio:

opdoIzq = memoriaGlobal.bools[opdoIzq]

elif opdoIzq >= var\_glob\_char\_inicio and opdoIzq < var\_loc\_int\_inicio:

opdoIzq = memoriaGlobal.chars[opdoIzq]

elif (opdoIzq >= var\_loc\_int\_inicio and opdoIzq < var\_loc\_float\_inicio) or (opdoIzq >= var\_loc\_temp\_int\_inicio and opdoIzq < var\_loc\_temp\_float\_inicio):

opdoIzq = memoriaActiva.ints[opdoIzq]

elif (opdoIzq >= var\_loc\_float\_inicio and opdoIzq < var\_loc\_bool\_inicio) or (opdoIzq >= var\_loc\_temp\_float\_inicio and opdoIzq < var\_loc\_temp\_bool\_inicio):

opdoIzq = memoriaActiva.floats[opdoIzq]

elif (opdoIzq >= var\_loc\_bool\_inicio and opdoIzq < var\_loc\_char\_inicio) or (opdoIzq >= var\_loc\_temp\_bool\_inicio and opdoIzq < var\_loc\_temp\_char\_inicio):

opdoIzq = memoriaActiva.bools[opdoIzq]

elif (opdoIzq >= var\_loc\_char\_inicio and opdoIzq < var\_loc\_temp\_int\_inicio) or (opdoIzq >= var\_loc\_temp\_char\_inicio and opdoIzq < cte\_int\_inicio):

opdoIzq = memoriaActiva.chars[opdoIzq]

elif opdoIzq >= cte\_int\_inicio and opdoIzq < cte\_float\_inicio:

opdoIzq = int(search(ctes,opdoIzq))

elif opdoIzq >= cte\_float\_inicio and opdoIzq < cte\_bool\_inicio:

opdoIzq = float(search(ctes,opdoIzq))

elif opdoIzq >= cte\_bool\_inicio and opdoIzq < cte\_char\_inicio:

## aqui lo convertimos a booleano de acuerdo a nuestra

## sintaxis

if search(ctes,opdoIzq) == 'tru':

opdoIzq = True

else:

opdoIzq = False

elif opdoIzq >= cte\_char\_inicio:

opdoIzq = search(ctes,opdoIzq)

## Función search en ctes

##############################################################

## funcion search ##

### funcion utilizada para sacar la constante dada una ##

### direccion virtual, se utiliza en la maquina virtual ##

### cuando le llega una direccion virtual y tiene que ##

### saber cual es su constante buscando en el diccionario ##

### dada el valor y se tiene que encontrar la llave que ##

### corresponde ##

##############################################################

def search(values, searchFor):

## values es el diccionario y searchFor es la direccion

## virtual a encontrar, k empieza con la primera llave

## del diccionario y recorre todas

for k in values:

## en caso de que se encuentre entonces se regresa

## k que representa la constante y llave y se

## termina el ciclo

if searchFor == values[k]:

return k

## en caso de que termine el ciclo y no haya salido

## entonces no existe y regresamos None

return None

## Return

##############################################################

## return ##

### se utiliza en las funciones que no son de tipo void ##

### esto marca que ya se asigna la variable global que ##

### corresponde a la funcion y se le asigna el resultado ##

### de la expresion ##

##############################################################

def p\_return(p):

'return : RETURN "(" expresion ")" ";"'

## nos traemos las variables necesarias

global pos\_dics\_tipo

global pos\_dics\_var

global contCuad

global var\_glob\_int

global var\_glob\_float

global var\_glob\_float\_inicio

global var\_glob\_bool

global var\_glob\_bool\_inicio

global var\_glob\_char

global var\_glob\_char\_inicio

global var\_loc\_int\_inicio

## sacamo el resultado de la expresion y sera el retorno

## tambien sacamos el tipo resultante

retorno = pilaO.pop()

tipoRetorno = pTipos.pop()

## preparamos una asignacion ya que el return eso es lo que hace

op = EQ

## checamos si el retorno corresponde con el que se declaron en la variable

## vuelve a pasar el caso especial con regresar un entero cuando es flotante

if tipoRetorno == dir\_procs[scope[-1]][pos\_dics\_tipo] or (tipoRetorno == INT and dir\_procs[scope[-1]][pos\_dics\_tipo] == FLOAT):

## revisamos si ya existe la variable global para el scope

if scope[-1] in dir\_procs["global"][pos\_dics\_var]:

## si ya esta sacamos la direccion virtual y hacemos el cuadruplo de asignacion

var\_aux = dir\_procs["global"][pos\_dics\_var][scope[-1]][pos\_vars\_dir\_virtual]

cuadruplos[contCuad] = [op,retorno,None,var\_aux]

## si aun no existe

else:

## agregamos de acuerdo al tipo y luego armamos el cuadruplo

## de asignacion con la direccion virtual nueva

if dir\_procs[scope[-1]][pos\_dics\_tipo] == INT:

dir\_procs["global"][pos\_dics\_tam]['vi']+=1

if var\_glob\_int + 1 < var\_glob\_float\_inicio:

dir\_procs["global"][pos\_dics\_var][scope[-1]] = [dir\_procs[scope[-1]][pos\_dics\_tipo],var\_glob\_int,None]

cuadruplos[contCuad] = [op,retorno,None,var\_glob\_int]

var\_glob\_int += 1

else:

print "Overflow de variables enteras globales"

exit()

elif dir\_procs[scope[-1]][pos\_dics\_tipo] == FLOAT:

dir\_procs["global"][pos\_dics\_tam]['vf']+=1

if var\_glob\_float + 1 < var\_glob\_bool\_inicio:

dir\_procs["global"][pos\_dics\_var][scope[-1]] = [dir\_procs[scope[-1]][pos\_dics\_tipo],var\_glob\_float,None]

cuadruplos[contCuad] = [op,retorno,None,var\_glob\_float]

var\_glob\_float += 1

else:

print "Overflow de variables enteras globales"

exit()

elif dir\_procs[scope[-1]][pos\_dics\_tipo] == CHAR:

dir\_procs["global"][pos\_dics\_tam]['vc']+=1

if var\_glob\_char + 1 < var\_loc\_int\_inicio:

dir\_procs["global"][pos\_dics\_var][scope[-1]] = [dir\_procs[scope[-1]][pos\_dics\_tipo],var\_glob\_char,None]

cuadruplos[contCuad] = [op,retorno,None,var\_glob\_char]

var\_glob\_char += 1

else:

print "Overflow de variables enteras globales"

exit()

else:

dir\_procs["global"][pos\_dics\_tam]['vb']+=1

if var\_glob\_bool + 1 < var\_glob\_char\_inicio:

dir\_procs["global"][pos\_dics\_var][scope[-1]] = [dir\_procs[scope[-1]][pos\_dics\_tipo],var\_glob\_bool,None]

cuadruplos[contCuad] = [op,retorno,None,var\_glob\_bool]

var\_glob\_bool += 1

else:

print "Overflow de variables enteras globales"

exit()

contCuad += 1

else:

print "Error en el tipo de retorno dado"

exit()

## generamos el fin del procedimiento que al final cambia

## el socpe actual y vuelve a pasar a control de la funcion

## que lo llamo

op = ENDPROC

cuadruplos[contCuad]=[op,None,None,None]

contCuad += 1

pass

## Funciones

##########################################################

## callvoidfunc ##

### estatuto que permite al usuario cambiar al scope ##

### de una funcion de tipo void enviandole parametros ##

### y ejecutando instrucciones dentreo del scope de la ##

### funcion ##

##########################################################

def p\_callvoidfunc(p):

'callvoidfunc : CALL ID neur24 "(" s ")" neur26 ";"'

pass

##############################################################

## punto neuralgico 24 ##

### se utiliza en cualquier call a una funcion, genera ##

### un era para la nueva funcion a la que desea ir, ##

### agrega a la pila de funciones, a la pila de numero ##

### de funcion y finalmente deja todo listo para empezar ##

### a ingresar los parametros ##

##############################################################

def p\_neur24(p):

'neur24 : '

## nos traemos las variables necesarias

global contCuad

global auxFuncDestinoDir

global tempFunc

global currentFunc

global pOper

global pilaFuncs

## revisamos que exista la funcion a la que se quiere

## llamar

if p[-1] in dir\_procs:

## lo agregamos a la pila de funciones y agregamos

## el numero de parametros dados de alta en 0's

pilaFuncs.append(p[-1])

auxFuncDestinoDir = p[-1]

pilaAuxParamCount.append([0,0,0,0])

## generamos la operacion de era

op = ERA

cuadruplos[contCuad] = [op,p[-1],None,None]

contCuad += 1

## metemos el fondo falso representado por el parametro

pOper.append(PARAMETRO)

## apuntamos al numero de funcion corrrespondiente

currentFunc = tempFunc

## agregamos ese numero de funcion a la pila de numero de

## funciones

pilaNumFuncs.append(tempFunc)

## aumentamos el numero temporal

tempFunc += 1

## marcamos error si no esta en el directorio de procedimiento

else:

print "Funcion con ese id no existe"

exit()

pass

##########################################################

## punto neuralgico 26 ##

### se utiliza en cualquier llamada a funcion para ##

### revisar que se hayan dado el numero de parametros ##

### correctos y genera el GOSUB que ya cambia el scope ##

##########################################################

def p\_neur26(p):

'neur26 : '

## nos traemos las variables necesarias

global auxFuncDestinoDir

global contCuad

global pilaFuncs

global currentFunc

## definimos la funcion destino

auxFuncDestinoDir = pilaFuncs[-1]

## llevamos la cuenta de la cantidad e parametros al sumar todos los

## declarados por tipo

paramCount = pilaAuxParamCount[-1][0]+ pilaAuxParamCount[-1][1]+ pilaAuxParamCount[-1][2]+pilaAuxParamCount[-1][3]

## revisamos que el numero de parametros dados de alta sean iguales a la

## longitud de el arreglo de parametros en el diccionario de procedimientos

## no vaya a ser que dio parametros de menos

if paramCount != len(dir\_procs[auxFuncDestinoDir][pos\_dics\_params]):

print "Error en cantidad de parametros"

exit()

else:

## si no fallo el pasado entonces ya damos de alta el GOSUB

op = GOSUB

## checamos si esta el fondo falso

if(pOper[-1] == PARAMETRO):

## sacamos fondo falso, la funcion y el numero de parametros

## y al final cambiamos la funcion actual

pOper.pop()

pilaNumFuncs.pop()

pilaAuxParamCount.pop()

if pilaNumFuncs != []:

currentFunc = pilaNumFuncs[-1]

## se quedo con operaciones pendientes en los parametros

else:

print "Llamada a funcion con operaciones pendientes"

exit()

## generamos el GOSUB

cuadruplos[contCuad] = [op,auxFuncDestinoDir,None,None]

contCuad += 1

## sacamos la funcion

pilaFuncs.pop()

pass

##################################################################

## Regla sintactica s para poder meter los valores de los ##

## parametros por medio de expresiones ya que la funcion puede ##

## o no tener parametros y puede tener uno o muchos por eso se ##

## hace tambien un ciclo con la regla t ##

##################################################################

def p\_s(p):

'''s : empty

| expresion neur25 t'''

pass

##########################################################

## punto neuralgico 25 ##

### se utiliza cada vez que se termina la expresion de ##

### un parametro en la llamada a una funcion, sea void ##

### o con un tipo y se realiza una validacion para ver ##

### si el parametro es del mismo tipo y los esta ##

### ingresando en el orden correcto ##

##########################################################

def p\_neur25(p):

'neur25 : '

## nos traemos las variables necesarias

global dir\_procs

global contCuad

global auxFuncDestinoDir

global currentFunc

global pilaAuxParamCount

## llevamos la cuenta de la cantidad e parametros al sumar todos los

## declarados por tipo

paramCount = pilaAuxParamCount[-1][0]+ pilaAuxParamCount[-1][1]+ pilaAuxParamCount[-1][2]+pilaAuxParamCount[-1][3]

## como permitimos la llamada de una funcion como parametro

## de otra funcion tenemos que manejar una pila en la que

## el tope es a la funcion a la que se desea llamar y para

## eso utilizamos un auxiliar

auxFuncDestinoDir = pilaFuncs[-1]

## checamos que el pOper no este vacio y que la pila

## que marca que numero de funcion a la que estamos llamando

## sea la misma a la que tenemos en el tope, esto se hace

## para cuando el parametro de una funcion es si misma

if pOper != [] and currentFunc == pilaNumFuncs[-1]:

## checamos que la pilaO no este vacia y que la operacion

## pendiente o la pila del pOper sea el fondo falso de

## parametro

if len(pilaO)>0 and pOper[-1] == PARAMETRO:

## sacamos el argumento que es el resultado de la

## expresion

argumento = pilaO.pop()

## sacamos el tipo de la pila de tipos

tipoarg = pTipos.pop()

## checamos si es el mismo tipo el que mandamos que el numero de parametro

## al que se lo estamos mandando, esto se debe al tope de la pilaAuxParamCount que nos dice

## que numero de parametro estamos llamando y hacemos el caso especial que si

## nos manda un int en la llamada a un float en el destino se la aceptamos

if tipoarg == dir\_procs[auxFuncDestinoDir][pos\_dics\_params][paramCount] or (tipoarg == INT and dir\_procs[auxFuncDestinoDir][pos\_dics\_params][paramCount]==FLOAT):

## hacemos la operacion parametro y dependendo del tipo entonces

## utilizamos la variable local correspondiente

op = PARAMETRO

if tipoarg == INT:

## validacion especial cuando mandan un int a un float

if tipoarg == INT and dir\_procs[auxFuncDestinoDir][pos\_dics\_params][paramCount]==FLOAT:

cuadruplos[contCuad] = [op,argumento,None,var\_loc\_float\_inicio + pilaAuxParamCount[-1][1]]

## sumamos la cantidad de parametros flotantes

pilaAuxParamCount[-1][1] += 1

else:

cuadruplos[contCuad] = [op,argumento,None,var\_loc\_int\_inicio + pilaAuxParamCount[-1][0]]

## sumamos la cantidad de parametros enteros

pilaAuxParamCount[-1][0] += 1

elif tipoarg == FLOAT:

cuadruplos[contCuad] = [op,argumento,None,var\_loc\_float\_inicio + pilaAuxParamCount[-1][1]]

## sumamos la cantidad de parametros flotantes

pilaAuxParamCount[-1][1] += 1

elif tipoRes == CHAR:

cuadruplos[contCuad] = [op,argumento,None,var\_loc\_char\_inicio + pilaAuxParamCount[-1][2]]

## sumamos la cantidad de parametros char

pilaAuxParamCount[-1][2] += 1

else:

cuadruplos[contCuad] = [op,argumento,None,var\_loc\_bool\_inicio + pilaAuxParamCount[-1][3]]

## sumamos la cantidad de parametros booleanos

pilaAuxParamCount[-1][3] += 1

contCuad+=1

else:

print "Error en declaracion de parametros"

exit()

else:

argumento = None

tipoarg = None

else:

argumento = None

tipoarg = None

pass

## For

######################################################################

## for ##

### estatuto ciclico en el que se hace una asignacion una sola ##

### vez seguido de una expresion que siempre se evalua en cada ##

### pasada del ciclo y finalmente se hace una asignacion cada ##

### vez que se vuelve termina de ejecutar el ciclo ##

######################################################################

def p\_for(p):

'for : FOR "(" asignacion neur18 expresion ";" neur19 asignacion ")" neur21 bloque ";" neur20'

pass

######################################################################

## punto neuralgico 18 ##

### utilizado por el for para agregar a la pila de saltos ##

### el punto inicial antes de la expresion que se evalua cada ##

### vez que se ejecuta de nuevo el ciclo ##

######################################################################

def p\_neur18(p):

'neur18 : '

## nos traemos las variables necesarias

global contCuad

## agregamos a la pila de saltos el cuadruplo siguiente

## para que sepamos a donde brincar al comienzo del ciclo

pSaltos.append(contCuad)

pass

######################################################################

## punto neuralgico 19 ##

### utilizado por el for para revisar que la expresion sea de ##

### tipo booleana y agregamos los brincos correspondientes en falso ##

### y verdadero de acuerdo al resultado de la misma ya que siempre ##

### se debe dejar la segunda asignacion hasta el final del for ##

######################################################################

def p\_neur19(p):

'neur19 : '

## nos traemos las variable necesarias

global contCuad

## checamos que el tipo de la expresion sea BOOL

if pTipos[-1] == BOOL:

## lo sacamos de la pila de tipos

pTipos.pop()

## sacamos el opdoIzq que vendria a ser el resultado

## de la expresion para hacer los brincos en GOTOV y GOTOF

opdoIzq = pilaO.pop()

## armamos el GOTOV todavia sin destino porque no sabemos

## aun en que punto arranca el bloque del for

op = GOTOV

cuadruplos[contCuad] = [op,opdoIzq,None,None]

contCuad+=1

## agregamos a la pila de saltos el numero de cuadruplo

## del GOTOV que va a rellenar mas adelante cuando se encuentre

## el bloque del for

pSaltos.append(contCuad-1)

## armamos el GOTOF todavia sin destino porque no sabemos

## aun en que punto termina el for

op = GOTOF

cuadruplos[contCuad] = [op,opdoIzq,None,None]

contCuad+=1

## agregamos a la pila de saltos el numero de cuadruplo

## del GOTOF que va a rellenar mas adelante cuando se acabe

## el bloque del for

pSaltos.append(contCuad-1)

## agregamos a la pila de saltos el siguiente cuadruplo que

## realiza la segunda asignacion del for y como se hace hasta el final

## este se va con un GOTO al final del bloque del for

pSaltos.append(contCuad)

## si el resultado de la expresion no es bool hay un error

else:

print ("Tiene que tener un booleano como resultado de expresion")

exit()

pass

##################################################################

## punto neuralgico 21 ##

### se utiliza para hacer el salto despues de la segunda ##

### asignacion ya que despues de ahi vuelve a evaluarse ##

### la expresion anteriormente en el for y se usa para saber ##

### que ya comienza el bloque entonces el salto del GOTOV ##

### se rellena ##

##################################################################

def p\_neur21(p):

'neur21 : '

## nos traemos las variables necesarias

global contCuad

## marcamos la operacion del GOTO

op = GOTO

## utilizamos una pila auxiliar ya que el salto antes de la

## expresion no esta en el tope y se tiene que buscar

auxPila = []

## se encuentra dos niveles anidado el salto en la pila

i = 0

while i < 3:

## se transfieren de los saltos a la auxiliar

## se utiliza una pila para respetar el orden que se tenia

## en la pila

auxPila.append(pSaltos.pop())

i += 1

pass

## ya cuando llegamos al salto que queremos lo sacamos

## y ya hacemos la operacion del GOTO que nos permitira

## volver a comenzar el ciclo

ciclo = pSaltos.pop()

cuadruplos[contCuad] = [op,None,None,ciclo]

contCuad+=1

## ahora se encuentra en la pila auxiliar el GOTOV de

## la expresion y como ya viene el bloque lo sacamos y

## rellenamos el GOTOV con el cuadruplo que viene

verdadero = auxPila.pop()

cuadruplos[verdadero][3] = contCuad

## restablecemos la pila de saltos para que sigan el

## GOTOF y el punto para el brinco a la segunda asignacion

pSaltos.append(auxPila.pop())

pSaltos.append(auxPila.pop())

pass

##############################################################

## punto neuralgico 20 ##

### se utiliza para marcar el fin de la declaracion del ##

### for y se utiliza para hacer el brinco a la segunda ##

### asignacion y rellenar el GOTOF de la expresion ##

##############################################################

def p\_neur20(p):

'neur20 : '

## nos traemos las variables necesarias

global contCuad

## generamos la accion del GOTO que sera el

## salto a la segunda asignacion al final del for

op = GOTO

asigna = pSaltos.pop()

cuadruplos[contCuad] = [op,None,None,asigna]

contCuad+=1

## sacamos el numero de cuadruplo para el GOTOF

## de la expresion y lo rellenamos con el siguiente

## cuadruplo porque ahi ya termino el for

falso = pSaltos.pop()

cuadruplos[falso][3] = contCuad

pass

## If Else

##################################################################

## if ##

### regla responsable de encargarse del estatuto if en el que ##

### se especifica la sintaxis del mismo estatuto y manda a ##

### llamar las reglas correspondientes para hacer un estatuto ##

### de control logico ##

##################################################################

def p\_if(p):

'if : IF "(" expresion ")" neur13 bloque l ";" neur15'

pass

##################################################################

## punto neuralgico 13 ##

### utilizado para meter las acciones correspondientes de los ##

### brincos por el estatuto logico en caso de que sea falso ##

### todo dependiendo del resultado de la expresion del estatuto ##

### de control ##

##################################################################

def p\_neur13(p):

'neur13 : '

## nos traemos las variables necesarias

global contCuad

## checamos si la expresion nos dejo un tipo bool al final

if pTipos[-1] == BOOL:

## sacamos de la pila de tipos, agarramos el opdoIzq

## que es el resultdado de la expresion anterior que esta

## en la pilaO

pTipos.pop()

opdoIzq = pilaO.pop()

## hacemos un goto en falso pero en el que ponemos el

## resultado de la expresion como lo que se va a evaluar

## todavia sin saber a donde brincaremos

op = GOTOF

cuadruplos[contCuad] = [op,opdoIzq,None,None]

contCuad+=1

## agregamos a la pila de saltos el cuadruplo del GOTOF

## para saber a donde brincar en caso de ser falso

pSaltos.append(contCuad-1)

## si el resultado de la expresion no es un booleano hay error

else:

print ("Tiene que tener un booleano como resultado de expresion")

exit()

pass

###################################################################

## Regla sintactica l para poder meter la opcion del else en un ##

## if o que se quede el if sin else ##

###################################################################

def p\_l(p):

'''l : empty

| ELSE neur14 bloque'''

pass

##################################################################

## punto neuralgico 14 ##

### utilizado para hacer un salto en caso de que haya else ##

### se utiliza porque si hay un else y entro al verdadero se ##

### tiene que saltar las instrucciones del else y al igual es ##

### el brinco que se hace para el GOTOF del if ##

##################################################################

def p\_neur14(p):

'neur14 : '

## nos traemos las variables necesarias

global contCuad

## hacemos la operacion del goto y sacamos

## el brinco en falso que traiamos del if en la pila

## de saltos

op = GOTO

falso = pSaltos.pop()

## generamos el cuadruplo de goto pero sin saber a donde

## brincaremos porque no sabemos cuando se acaba el else

cuadruplos[contCuad] = [op,None,None,None]

contCuad += 1

## agregamos a la pila de saltos el brinco del else que

## esta pendiente por resolverse

pSaltos.append(contCuad-1)

## rellenamos el cuadruplo del GOTOF que traia el if

## ya que ya sabemos a donde va a brincar, justo despues

## del GOTO generado por el else para que sepa

## que si es falso va directo al bloque del else

cuadruplos[falso][3] = contCuad

pass

########################################################################

## punto neuralgico 15 ##

### utilizado para cerrar el estatuto del if y generar ##

### las acciones correspondientes semanticas, aqui lo importante ##

### es que la pila de saltos ya se trabajo bien en los otros ##

### puntos del if ya que no importa si fue if else o if solo ##

########################################################################

def p\_neur15(p):

'neur15 : '

## nos traemos las variables que necesitamos

global contCuad

## sacamos de la pila de salto el pendiente del GOTO del

## else o el pendiente del GOTOF si es un if sin else

falso = pSaltos.pop()

## rellenamos el cuadruplo correspondiente con el numero

## de cuadruplo actual

cuadruplos[falso][3] = contCuad

pass

## Asignación Vars Dinámicas

######################################################################

## asignacion ##

### estatuto de menor jerarquia en las operaciones aritmeticas, ##

### se utiliza para asignar un valor a una variable de lo que sale ##

### de una expresion ##

######################################################################

def p\_asignacion(p):

'asignacion : ID asiglista "=" neur8 expresion ";"'

## nos traemos las variables necesarias

global contCuad

global dir\_procs

global scope

## revisamos si la operacion pendiente es el de asignacion

if pOper[-1] == EQ:

## sacamos lo necesario de las pilas para el cuadruplo

op = pOper.pop()

opdoIzq = pilaO.pop()

tipoIzq = pTipos.pop()

igualdad = pilaO.pop()

tipoIgualdad = pTipos.pop()

## revisamos los tipos en el cubo semantico

if tipoIzq in cubo\_semantico[tipoIgualdad] and op in cubo\_semantico[tipoIgualdad][tipoIzq]:

tipoRes = cubo\_semantico[tipoIgualdad][tipoIzq][op]

## revisamos los tipos en el cubo semantico inversamente tambien

else:

tipoRes = cubo\_semantico[tipoIzq][tipoIgualdad][op]

## si el tipo resultante en el cubo semantico no es error

if tipoRes != ERR :

## genera el cuadruplo

cuadruplos[contCuad] = [op,opdoIzq,None,igualdad]

contCuad+=1

else:

print("Type mismatch")

exit()

## si nos quedamos con operaciones pendientes es una asignacion mal terminada

else:

print("Asignacion mal terminada")

exit()

pass

#######################################################################

## punto neuralgico 8 ##

### usado para validar que la variable de asignacion existe ##

### y la agregamos a la pilaO y la pila de tipos y agregamos ##

### el operando tambien ##

#######################################################################

def p\_neur8(p):

'neur8 : '

## utilizamos el diccionario adicional para apuntar a las variables

auxDic = dir\_procs[scope[-1]][pos\_dics\_var]

## si no es una lista lo que estamos agregando

if p[-2] == -1:

## revisamos si existe una variable con ese id

if p[-3] in auxDic:

## lo agregamos a la pilaO y a la pila de tipos

pilaO.append(auxDic[p[-3]][pos\_vars\_dir\_virtual])

pTipos.append(auxDic[p[-3]][0])

elif p[-3] in dir\_procs['global'][pos\_dics\_var]:

pilaO.append(dir\_procs['global'][pos\_dics\_var][p[-3]][pos\_vars\_dir\_virtual])

pTipos.append(dir\_procs['global'][pos\_dics\_var][p[-3]][0])

## si no existe es un error

else:

print "No existe tal variable a asignar"

exit()

## agregamos la operacion a la pOper tambien

pOper.append(EQ)

pass

#############################################################################

## asiglista ##

### utilizado para revisar si se quiere asignar un elemento ##

### de tipo lista o no, si es empty entonces se regresa -1, ##

### sino pues se regresa 1 y se realizan distintas acciones semanticas ##

### en la asignacion ##

#############################################################################

def p\_asiglista(p):

'''asiglista : empty

| accesoVarDim'''

## en caso de que no haya asignacion de lista

## regresamos -1

if p[1] == None:

p[0] = -1

## en caso de que si haya regresamos 1 y nos

## vamos a la regla accesoVarDim

else:

p[0] = 1

pass

##############################################################

## accesoVarDim ##

### utilizado para accesar el valor de una cassilla de ##

### la variable dimensionada para esto se puede utilizar ##

### expresion numerica entera para ingresar el indice ##

### de la casilla a la que se quiere acceder ##

##############################################################

def p\_accesoVarDim(p):

'accesoVarDim : "[" neur27 nexp "]"'

## regresamos que hicimos una operacion de lista

p[0] = 1

## nos traemos las variables necesarias

global contCuad

global var\_loc\_temp\_int

global var\_loc\_temp\_int

global var\_loc\_temp\_float

global var\_loc\_temp\_float\_inicio

global var\_loc\_temp\_bool

global var\_loc\_temp\_bool\_inicio

global var\_loc\_temp\_char

global var\_loc\_temp\_char\_inicio

global cte\_int\_inicio

global cte\_int

global cte\_float\_inicio

## revisamos si la variable existe en el diccionario de variables

if p[-1] in dir\_procs[scope[-1]][pos\_dics\_var]:

## revisamos que sea una variable dimensionada por su campo de dimension

## en el diccionario

if dir\_procs[scope[-1]][pos\_dics\_var][p[-1]][pos\_vars\_dim] != None:

## revisamos que sea un entero el resultado de la expresion

## de acceso al indice

if pTipos[-1] == INT:

## hacemos la operacion para verificar que este

## dentro del rango de la dimension y que lo revise en

## ejecucion y para eso hacemos este cuadruplo

op = VERIFICA

opdoIzq = pilaO[-1]

opdoDer = dir\_procs[scope[-1]][pos\_dics\_var][p[-1]][pos\_vars\_dim][1]

res = dir\_procs[scope[-1]][pos\_dics\_var][p[-1]][pos\_vars\_dim][0]

cuadruplos[contCuad] = [op,opdoIzq,opdoDer,res]

contCuad += 1

## vamos a hacer la operacion de suma del resultado de la operacion

## interna con la direccion virtual base de la variable dimensionada

## opdoIzq es el resultado de la operacion y el opdoDer es la direccion

## base de la variable convertida en direccion virtual de constante

op = PLUS

opdoIzq = pilaO.pop()

pTipos.pop()

## aqui saco la direccion base con la direccion virtual

aux = dir\_procs[scope[-1]][pos\_dics\_var][p[-1]][pos\_vars\_dir\_virtual]

## aqui lo agregue a las constantes si no estaba

if (not aux in ctes):

if cte\_int + 1 < cte\_float\_inicio:

ctes[aux] = cte\_int

cte\_int += 1

else:

print "Overflow de constantes enteras"

exit()

## aqui ya definimos el opdoDer para el cuadruplo

opdoDer = ctes[aux]

dir\_procs[scope[-1]][pos\_dics\_tam]['ti']+=1

if var\_loc\_temp\_int + 1 < var\_loc\_temp\_float\_inicio:

## se genera el cuadruplo

cuadruplos[contCuad] = [op,opdoIzq,opdoDer,var\_loc\_temp\_int]

contCuad += 1

## aqui agrego la direccion representada como meter el numero

## de la direccion virtual entre parentesis para que de esta manera

## lo trate como apuntador la maquina virtual y de esta manera

## encuentra el valor de la casilla

pilaO.append("("+str(var\_loc\_temp\_int)+")")

var\_loc\_temp\_int += 1

else:

print "Overflow de temporales enteras"

exit()

## aqui agrego el tipo de la variable dimensionada

pTipos.append(dir\_procs[scope[-1]][pos\_dics\_var][p[-1]][pos\_vars\_tipo])

## aqui saco el fondo falso que se mete cuando se manda a llamar la

## expresion interna para saber el desplazamiento que se quiere hacer

if pOper[-1] == '[':

pOper.pop()

## si no es entera la expresion interna entonces es un error

else:

print "El indice que tratas de acccesar no es de tipo entero"

exit()

## si la variable no es dimensionada entonces es un error

else:

print "No es una variable dimensionada"

exit()

## hacemos lo mismo para ver si existe como global

elif p[-1] in dir\_procs['global'][pos\_dics\_var]:

## revisamos que sea una variable dimensionada por su campo de dimension

## en el diccionario

if dir\_procs['global'][pos\_dics\_var][p[-1]][pos\_vars\_dim] != None:

## revisamos que sea un entero el resultado de la expresion

## de acceso al indice

if pTipos[-1] == INT:

## hacemos la operacion para verificar que este

## dentro del rango de la dimension y que lo revise en

## ejecucion y para eso hacemos este cuadruplo

op = VERIFICA

opdoIzq = pilaO[-1]

opdoDer = dir\_procs['global'][pos\_dics\_var][p[-1]][pos\_vars\_dim][1]

res = dir\_procs['global'][pos\_dics\_var][p[-1]][pos\_vars\_dim][0]

cuadruplos[contCuad] = [op,opdoIzq,opdoDer,res]

contCuad += 1

## vamos a hacer la operacion de suma del resultado de la operacion

## interna con la direccion virtual base de la variable dimensionada

## opdoIzq es el resultado de la operacion y el opdoDer es la direccion

## base de la variable convertida en direccion virtual de constante

op = PLUS

opdoIzq = pilaO.pop()

pTipos.pop()

## aqui saco la direccion base con la direccion virtual

aux = dir\_procs['global'][pos\_dics\_var][p[-1]][pos\_vars\_dir\_virtual]

## aqui lo agregue a las constantes si no estaba

if (not aux in ctes):

if cte\_int + 1 < cte\_float\_inicio:

ctes[aux] = cte\_int

cte\_int += 1

else:

print "Overflow de constantes enteras"

exit()

## aqui ya definimos el opdoDer para el cuadruplo

opdoDer = ctes[aux]

dir\_procs[scope[-1]][pos\_dics\_tam]['ti']+=1

if var\_loc\_temp\_int + 1 < var\_loc\_temp\_float\_inicio:

## se genera el cuadruplo

cuadruplos[contCuad] = [op,opdoIzq,opdoDer,var\_loc\_temp\_int]

contCuad += 1

## aqui agrego la direccion representada como meter el numero

## de la direccion virtual entre parentesis para que de esta manera

## lo trate como apuntador la maquina virtual y de esta manera

## encuentra el valor de la casilla

pilaO.append("("+str(var\_loc\_temp\_int)+")")

var\_loc\_temp\_int += 1

else:

print "Overflow de temporales enteras"

exit()

## aqui agrego el tipo de la variable dimensionada

pTipos.append(dir\_procs['global'][pos\_dics\_var][p[-1]][pos\_vars\_tipo])

## aqui saco el fondo falso que se mete cuando se manda a llamar la

## expresion interna para saber el desplazamiento que se quiere hacer

if pOper[-1] == '[':

pOper.pop()

## si no es entera la expresion interna entonces es un error

else:

print "El indice que tratas de acccesar no es de tipo entero"

exit()

## si la variable no es dimensionada entonces es un error

else:

print "No es una variable dimensionada"

exit()

## si no existe la variable es un error

else:

print "No existe tal variable dimensionada "+repr(p[-1])

exit()

pass

##################################################################

## punto neuralgico 27 ##

### se utiliza para meter un fondo falso al momento de buscar ##

### el indice que se desea acceder mediante una expresion ##

### asi dejamos en pausa todas las operaciones pendientes que ##

### teniamos en la expresion que tiene el acceso a la variable ##

##################################################################

def p\_neur27(p):

'neur27 : '

pOper.append('[')

pass